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Summary

Road intersections play a significant role in traffic congestion and traffic accidents, especially in ur-
ban environments. Both these problems can be solved by automating vehicles and road intersections.
Autonomous vehicles have already been introduced to a certain extent, and research on automated
intersections which coordinate the vehicles through the intersection is ongoing. However, current
research on automated intersections often either does not optimise the sequence in which vehicles
cross the intersection, or does so in a way that is rather computationally expensive. This report aims
to design a high-level controller which optimises the crossing sequence for an existing low-level vehicle
controller called Cooperative Intersection Control.

First, a high-level, abstracted model of the intersection is developed, which bears resemblance to
queueing systems. The model is formulated as a hybrid system, which evolves both in continuous-
time flow and in discrete-time events. This hybrid system relates the entry of individual vehicles
into the intersection to a measure of the delay that they experience, and is used in the design of a
high-level controller using model predictive control. The objective of the controller is to minimise
the number of vehicles in the queues, thereby minimising their delay. Constraints are placed on the
optimisation problem to ensure that a safe distance is maintained between vehicles, and also to make
the decisions of the controller fair from the driver’s perspective. Both the model and the controller
are implemented in Simulink and simulations are performed. It is shown that the model predictive
controller achieves a steady-state cycle that is similar to what is expected from results in queueing
theory. A comparison between the model predictive controller, a first-come-first-serve policy and a
vehicle actuated traffic light show that the MPC controller outperforms the other methods during
the transient trajectory. For a low utilisation, the steady-state results are similar for all three control
methods. In the case of a high utilisation, the MPC controller outperforms both the FCFS policy
and the traffic light control scenario.
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Nomenclature

c Weighting coefficient

J Cost

j Event counter

k Time-step

m Queue activity

Np Prediction horizon

Nw Moving average window length

nl Number of queues

q Queue number

T s Service time

t Time

tc Inter-departure time

tw Inter-arrival time

u Control input

V Velocity

wa Vehicle arrivals

x Queue length

y Output

z State

δdes Desired virtual inter-vehicle distance

λ Average arrival rate

µ Service rate

ρ Server utilisation

σ Set-up time

φ Solution of the system

C Flow set

D Jump set

Q Index set of all queues

U Input set

N0 Set of natural numbers including zero

R≥0 Set of non-negative real numbers
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Chapter 1

Introduction

As a consequence of population growth and the rapid increase in motorisation and urbanisation,
traffic congestion occurs more often. This results in increased delays in the transportation of people
and goods. Moreover, since vehicles frequently need to accelerate and slow down in dense traffic,
traffic congestion also leads to increased fuel consumption and environmental pollution. In an urban
environment, traffic congestion typically occurs at road intersections, where vehicles with crossing
trajectories compete for access to the intersection. This is currently regulated through stop signs,
roundabouts and traffic lights, all of which require vehicles to wait for their turn to cross the inter-
section. This obstructs the flow of vehicles and limits the throughput of such intersection, leading to
larger delays for users of the intersection. Meanwhile, traffic intersections also account for a signifi-
cant part of traffic accidents, since drivers are easily distracted or can make mistakes which lead to a
collision. In the previous decade, just over 20% of traffic fatalities in the EU occurred at intersections
[1]. The safety and efficiency of intersections can be improved by automating both individual vehicles
and road intersections as a whole.

1.1 Background

Technical advances have already made it possible, to a certain extent, to construct fully autonomous
vehicles capable of navigating through traffic. Through the use of sensory technology, wireless com-
munication and positioning systems, these vehicles are able to perceive their surroundings and com-
municate with each other and with traffic infrastructure. It is anticipated that in the future many,
if not most, vehicles will be autonomous. Current research efforts are directed to automating inter-
sections in order to increase their efficiency, in terms of throughput, and safety. Existing methods to
automate intersections can be classified as being centralised or distributed. Centralised methods rely
on a coordination unit which communicates with the vehicles in the intersection and makes decisions
centrally [2]. Distributed methods involve only communication between the vehicles. In the latter
case, each vehicle makes its decisions locally, and communication between the vehicles allows them
to negotiate with each other to determine a crossing sequence. In some cases, a mixed approach is
used, where a temporary unit is selected to temporarily coordinate the intersection traffic [2].

Two of the current major methods for automated intersections are cooperative resource reservation
methods and trajectory planning methods [2]. Cooperative resource reservation methods, such as
in [3], split the intersection into tiles. Vehicles then need to reserve the tiles on their trajectory for
certain time slots. In general, reservations are taken by a central unit, which accepts reservations on
a first-come-first-serve basis. If some of the requested tiles are taken, the request is rejected and the
vehicle needs to make a new request. The crossing sequence is not optimised, though [4] proposes
an auction-based method. A distributed version of the reservation protocol is proposed in [5], where
vehicles claim a reservation and cancel it when they have passed the intersection.

Trajectory planning methods use the fact that vehicles follow a given trajectory, and aim to plan
and control the motion of a vehicle along that trajectory. In [6], a distributed scheduling algorithm
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is proposed which determines all possible crossing sequences and executes the sequence which takes
the shortest time. A centralised solution is proposed in [7], where traffic flows on different lanes are
grouped together based on safe patterns. At each scheduling step, one group is chosen to pass the
intersection. A different method is proposed in [8, 9], where fixed paths are assumed and the acceler-
ation of the vehicles is controlled to achieve a safe crossing based on conflict zones. An unfortunate
downside of these trajectory planning methods is that they tend to rely on simulating the motion of
the vehicles through the intersection in some form, which results in high computational costs.

Unfortunately, most of the methods created so far are lacking when it comes to optimising the crossing
sequence and thus do not achieve an optimal traffic flow, or are very computationally expensive. This
report aims to improve an existing intersection controller to achieve an optimal crossing sequence.
The intersection controller used in this report is Cooperative Intersection Control by [10], which uses
virtual platooning to control the dynamical behaviour of the vehicles in a simple and computationally
cheap way. The system architecture is decoupled into a vehicle controller, and a controller which
determines the crossing sequence. The latter controller currently uses a first-come-first-serve policy,
and improving on this is the focus of this report.

1.1.1 Cooperative intersection control

Cooperative Intersection Control (CIC) is a method of automating road intersections for autonomous
vehicles proposed by Morales et al. in [10]. CIC is applied in a region with radius R around the
centre of the intersection, which is called the Cooperation Zone (CZ), an example of which is shown
in Figure 1.1. A safe crossing through the intersection is achieved by means of virtual platooning of
the vehicles. Every vehicle that enters the CZ is assigned a target vehicle which it must follow, and
a desired virtual inter-vehicle distance is defined between them. This allows vehicles approaching the
intersection from different directions to form a virtual platoon, where each vehicle closely follows the
vehicle in front of it. Each vehicle maintains its virtual inter-vehicle distance through Cooperative
Adaptive Cruise Control, which relies on inter-vehicle communication. The combination of CACC
and virtual inter-vehicle distance is referred to as Virtual CACC (VCACC). The system architecture
of CIC is shown in Figure 1.2.

Start of CZ

R

Figure 1.1: An example of an intersection
with different trajectories, con-
trolled using CIC.

Vehicles in
the Cooperation

Zone

Target
Vehicle

Assignment

Control
Reconfiguration

Virtual
Inter-Vehicle

Distance

Host
Vehicle

Supervisory Level
Execution Level ref

CACC

Figure 1.2: The system architecture of cooperative intersec-
tion control in [10].

As shown in Figure 1.2, Cooperative Intersection Control consists of a supervisory-level controller and
an execution-level controller. When an incoming vehicle enters the CZ, the supervisory-level controller
determines that vehicle’s priority and assigns it a target vehicle. In this way, the supervisory controller
creates one or more virtual platoons of vehicles, where multiple platoons are formed as long as they
do not cross paths. In [10], the supervisory controller assigns priority on a first-come-first-serve
(FCFS) basis. After a vehicle has received its target vehicle, the execution-level controller determines
its virtual inter-vehicle distance by performing certain coordinate transformations. Since vehicles
can have different trajectories, the virtual inter-vehicle distance is calculated by comparing the two
vehicles’ travelled distance along their scaled trajectories. The vehicles’ dynamics are then controlled
through VCACC in order to reach a reference virtual inter-vehicle distance.
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1.2 Research objective and approach

In its current form, Cooperative Intersection Control lacks any optimisation when it comes to as-
signing vehicles their priority, and instead uses a simple first-come-first-serve policy. A supervisory
controller which assigns the priority of vehicles in some optimal way can further increase the per-
formance of CIC. In this case, the performance of the intersection is measured through the average
delay of the vehicles, which must be minimised. Thus, the main objective of this report is to design
and implement a high-level supervisory control algorithm which, in conjunction with the execution-
level controller of CIC in [10], minimises the delay of autonomous vehicles travelling through a single
generalised, isolated intersection, while also being fair from the driver’s perspective.

For the purposes of this report, the supervisory controller is viewed in isolation, i.e., without the
execution-level controller and with simplified vehicle dynamics. It is assumed that the execution-
level controller is implemented and functions correctly. The physical movement of the vehicles does
not come into play in this report. The whole of the Cooperation Zone and the vehicles in it are
viewed simply as a black box. Vehicles wait outside the CZ, and the supervisory controller manages
the access of those vehicles to the CZ. An abstracted model of the intersection and the vehicles in
the CZ is designed in Chapter 2, which relates the inflow of vehicles into the intersection to some
measure of the average delay. Vehicle arrivals are seen as an external disturbance to this model.
The supervisory controller then performs its optimisation based on the current state of the abstract
intersection model, as described in Chapter 3. The system architecture used in this report is depicted
schematically in Figure 1.3.

Vehicle arrivals

Intersection

State of the intersection

Access to CZSupervisory

controller

Figure 1.3: The simplified system architecture used in this report.

The entire execution-level of Figure 1.2 is contained in the intersection block in Figure 1.3. The
supervisory controller in Figure 1.3 manages when arriving vehicles can access the CZ, which is akin
to the target vehicle assignment in Figure 1.2.

1.3 Outline of the report

This report consists of three parts. In Chapters 2 and 3, the intersection is modelled and the
supervisory-level controller is designed, respectively. Chapter 4 presents their numerical implementa-
tion, after which simulation results are presented in Chapter 5. A concise description of each chapter
is given below.

Chapter 2 presents the abstracted, high-level model of the intersection and the vehicles in the CZ.
The vehicle dynamics of the execution-level controller are simplified. The formulation of the intersec-
tion model necessitates certain constraints on the supervisory controller, which are also presented.

Chapter 3 formulates the supervisory controller using model predictive control. A prediction model
is created from the abstracted intersection model of the previous chapter. The arrival of vehicles at
the intersection is included as a disturbance model, which increases the accuracy of the predictions.

Chapter 4 gives the implementation of the abstracted intersection model and the supervisory con-
troller in Simulink. The nature of the intersection model and the controller require some considera-
tions in their numerical implementation, which are elaborated upon.
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Chapter 5 presents simulation results of the Simulink model, in which the behaviour and perfor-
mance of the supervisory controller is examined. The simulation results are compared with existing
theory on queueing systems, and the performance of the supervisory controller is compared with two
other control methods.

Finally, Chapter 6 concludes the report with a summary and the general conclusions of all chapters
and gives suggestions for future research.
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Chapter 2

Intersection model

The first step in designing a supervisory controller which optimises the flow of vehicles through the
intersection is to model that intersection. In an intersection automated through Cooperative Inter-
section Control, different phenomena can be observed. Every vehicle which enters the Cooperation
Zone is assigned a target vehicle and adjusts its own velocity in order to follow that vehicle at a
desired virtual inter-vehicle distance, thus forming a virtual platoon. While the individual vehicles’
behaviours are fairly simple in this way, when combined, the behaviour of all the vehicles in the inter-
section becomes quite complex. Based on their trajectories, the vehicles can form multiple different
platoons. If vehicles arrive at a fast rate, they may need to slow down to a crawl in order to maintain
their virtual inter-vehicle distance, even if there are no vehicles directly in front of them, creating
phantom traffic jams.

Rather than taking all these phenomena into account, using an abstraction of the intersection and
the behaviour of the vehicles in it is more desirable. Therefore, the supervisory controller considers
a dynamical model where everything in the Cooperation Zone is seen as a black box which vehicles
enter and later exit. In this high-level intersection model, the supervisory controller manages the
access to the Cooperation Zone. Arriving vehicles wait in queues just outside the CZ until the
supervisory controller allows them to depart from their queues. The vehicle dynamics are simplified;
once a vehicle departs from its queue, it instantly moves forward with a constant velocity V . One or
more queues exist per direction of approach to the intersection, depending on the physical layout of
the intersection, and vehicles in individual queues depart from their queues on a First-In-First-Out
(FIFO) basis. Figure 2.1 shows a schematic view of this high-level intersection.

Start of CZ

R
Queue 1

Queue 2

Queue 3

Vehicle

arrivals

Vehicle

arrivals

Vehicle

arrivals

Vehicle

arrivals

Queue 1

Queue 2

Queue 3

Vehicle

arrivals

Vehicle

arrivals

Vehicle

departures

Sup.

contr.

Figure 2.1: A schematic depiction of the intersection on the left, where vehicles wait in queues outside the
Cooperation Zone. The right shows the same intersection modelled as a queueing system, where
the server must choose which queue to serve.

The high-level model of the intersection closely resembles polling systems, which are systems in
queueing theory where one server serves multiple queues and must choose between them [11]. The
supervisory controller fulfils the role of the server and chooses when a vehicle may depart from some
queue, as depicted in Figure 2.1. Since the CIC method acts on individual vehicles, the supervisory
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controller considers vehicles in the queues as individual entities. To ensure that vehicles can cross
the intersection safely, some minimum time interval must pass between any two served vehicles. This
time interval is called the service time T s.

First, the service times are defined in Section 2.1. These are based on a simplified version of the vehicle
dynamics, where vehicles only move with constant velocity V . Then the intersection as a whole and
the vehicles in the CZ are modelled as a hybrid system in Section 2.2. This hybrid system is able to
describe the arrival and departure of individual vehicles at the intersection, while also keeping track
of the time between arrivals and departures. In order to ensure that the service time T s is respected
between departures and that vehicles pass through the intersection safely, it is necessary to place
certain constraints on the system. These constraints are formulated in Section 2.3. The chapter ends
with a short summary in Section 2.4.

2.1 Service times

As mentioned in the introduction of this chapter, some minimum time interval must pass between any
two vehicles which depart from their queues, which is called the service time T s. This ensures that the
virtual inter-vehicle distance is sufficient to guarantee a safe passage through the intersection when
these vehicles form a virtual platoon. The service time is defined through a simple dynamical model
of the vehicles. It is assumed that vehicles move only with constant velocity V , and wait in their
queues until they are allowed to depart. Then, the service time can be calculated from the desired
virtual inter-vehicle distance δdes. This distance is the minimum safe virtual distance between two
vehicles. In general, δdes is smaller for subsequent vehicles departing from the same queue, since these
vehicles can rely on their own sensors to determine their inter-vehicle distance, instead of receiving
information on the other vehicle’s position solely through wireless communication. In the case of
departures from different queues, the service time varies depending on their respective trajectories.
A trajectory is defined by the queue from which a vehicle departs and the direction through which
the vehicle wishes to exit the intersection. An example to illustrate the difference in service time
between two trajectories is shown in figures 2.2 and 2.3.

Start of CZ

Start of CZ

Start of CZStart of CZ

Start of CZ

Start of CZ

Start of CZStart of CZ

Figure 2.2: A schematic view of two situations where a red vehicle follows a blue vehicle. The outlined
vehicles show each vehicle’s virtual positions with respect to the other vehicle. In both cases the
virtual inter-vehicle distance is equal, but the physical situation is vastly different.

Figure 2.2 shows two situations in which the red vehicle follows the blue vehicle and is about to enter
the intersection. The virtual inter-vehicle distance is the same in both cases, but is too small for the
situation on the left, and too large in the situation on the right. This is due to the key role that
the layout of the intersection plays in the desired virtual inter-vehicle distance. The desired virtual
inter-vehicle distance δdes differs between the two situations because the vehicle’s trajectories do not
cross in the centre of the intersection. The lanes have a physical width which changes the physical
distance between them. If one direction of approach is longer, this also affects the distance between
them, and δdes must be changed to compensate. Figure 2.3 shows the same situations but with more
appropriate inter-vehicle distances. In the left situation, δdes is larger so that the vehicles can cross
safely. On the right, δdes is smaller so that the throughput of the intersection is higher.
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Start of CZ

Start of CZ

Start of CZStart of CZ

Start of CZ

Start of CZ

Start of CZStart of CZ

Figure 2.3: The same situations as depicted in Figure 2.2, but with more appropriate virtual inter-vehicle
distances.

Let T sq1,q2 be the service time between a departure from queue q1 and a subsequent departure from
queue q2, and let Q = {1, . . . , nl} be the index set of all queues with q1, q2 ∈ Q, where nl is the
number of queues. The directions through which these vehicles wish to exit the intersection are
denoted by qout,q1 and qout,q2 , respectively, as illustrated in Figure 2.4. This information is assumed
to be provided to the controller by the vehicles in the queues, and the front vehicle in the queue
determines the value of qout,q of that queue. Then a trajectory is defined by a pair (q, qout,q) for
q, qout,q ∈ Q, and the desired inter-vehicle distance between two vehicles from queues q1 and q2 is
defined as a function of the vehicles’ trajectories δdes(q1, qout,q1 , q2, qout,q2). Then the service time is
given by

T sq1,q2 =
δdes(q1, qout,q1 , q2, qout,q2)

V
, (2.1)

where V is the constant velocity of the vehicles. In the case that two vehicles have trajectories which
do not intersect, they will not form a virtual platoon. In that case, the virtual inter-vehicle distance
does not matter, and both δdes and T sq1,q2 are defined to be equal to 0. This allows those vehicles
to depart from their queues at the same time. Note that the service times between two queues is
not necessarily symmetrical, i.e., T sq1,q2 6= T sq2,q1 . This is easily seen by switching the positions of the
blue and red vehicles in Figure 2.2 along their own trajectories. If the blue vehicle follows the red
vehicle, the service times are different than the service times if the red vehicle follows the blue vehicle.

The different service times can form an asymmetrical matrix T s ∈ Rnl×nl , which can either be time-
invariant or time-varying due to the layout of the intersection. If vehicles with different trajectories
(q, qout,q) depart from the same queue q, then the service times associated with that queue vary
in time as qout,q changes. On the other hand, in many intersections vehicles which have different
intentions will be on different lanes. An example of this is shown in Figure 2.4.

q q1 q2

qout;q

qout;q

qout;q1

qout;q2

Figure 2.4: A schematic view two similar intersections showing different trajectories. On the left, the red
and blue trajectories share the same incoming queue, while on the right, each trajectory has its
own queue.

In the intersection shown in the right figure, there exists a different queue for every trajectory that
vehicles can have. This results in there being more queues, but also means that T s is time-invariant.
The intersection model which is designed in Section 2.2 is able to deal with both situations.
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2.2 High-level hybrid intersection model

In the high-level description of the intersection as a queueing system, arriving vehicles wait in queues
outside the CZ until the supervisory controller allows them to depart from their queue into the CZ,
as shown in Figure 2.1. This is modelled by describing the evolution of the number of vehicles in the
queues, i.e., the queue lengths, which is given by the arrival of individual vehicles to a queue, and
the departure of vehicles from that queue. To facilitate a description using individual vehicles while
also keeping track of the exact time of a vehicle’s arrival or departure, the intersection is modelled
as a hybrid system. This is a system which can evolve both in continuous-time t and discrete-time
j. A modelling and analysis framework for hybrid systems has been developed by Goebel, Sanfelice
and Teel in [12, 13], and is used in this report. In the hybrid system, arrivals or departures occurring
at any queue are considered instantaneous events which cause the system to evolve in discrete-time
and increase the event counter j. Before the system dynamics can be modelled, the arrival and
departure signals must be defined, since these govern whether the system jumps in discrete-time or
not. Arrivals to a queue q ∈ Q are given by a measured disturbance waq (t) and departures from a
queue are controlled by the input uq(t). These signals indicate the arrival or departure of a single
vehicle at a time t, at which time waq (t) = 1 or uq(t) = 1. Because events are instantaneous, the input
and departure signals are discontinuous and are modelled as

waq (t) =

{
1 if a vehicles arrives at queue q at time t,

0 otherwise,

uq(t) =

{
1 if a vehicles departs from queue q at time t,

0 otherwise,

(2.2)

with wa(t) =
[
wa1(t) . . . wanl

(t)
]T ∈ {0, 1}nl and u(t) =

[
u1(t) . . . unl

(t)
]T ∈ {0, 1}nl the

vectors for arrivals and departures, respectively. These signals are inputs to the hybrid system and
exist only in continuous-time t because the event counter j at which an event occurs is not known
a priori. Therefore, wa(t) and u(t) must first be defined in the hybrid time domain. A subset E of
R≥0 × N is a hybrid time domain if it is the union of a number intervals of the form [tj , tj+1] × {j}
with t0 = 0 and tj+1 ≥ tj . Furthermore, the solution of the system φ is the trajectory that the system
follows along the hybrid time domain E. Using these two definitions, arrivals and departures can be
described in hybrid time as

wa(t, j) = wa(t, j) ∀(t, j) ∈ dom φ,

u(t, j) = u(t) ∀(t, j) ∈ dom φ.
(2.3)

In the notation by Goebel et al., the system flows in continuous time if there are no events, at which
time the signals wa(t, j) and u(t, j) are in the flow set C. When wa(t, j) or u(t, j) enter the jump set
D, an event occurs and the dynamics jump in discrete-time j. However, the flow and jump set cannot
be defined solely through arrivals and departures. It is necessary to ensure a minimum passage of
time between two events. Otherwise, a situation could occur in which an infinite number of events
occur in finite time t, which is called Zeno behaviour. Therefore, the following assumption is required:

Assumption 1. For all t ≥ 0 such that uq(t) = 1 for some queue q, there exists an εu > 0 such that
uq(t

′, j′) = 0 ∀t′ ∈ (t, t+ εu] and (t′, j′) ∈ dom φ. Additionally, for all t ≥ 0 such that waq (t) = 1 for
some queue q, there exists an εw > 0 such that waq (t′, j′) = 0 ∀t′ ∈ (t, t+ εw] and (t′, j′) ∈ dom φ.

This assumption is justified by the fact that vehicles cannot physically be in the same location at
the same time, and therefore there is always some minimum time interval between any two arrivals
to or departures from the same queue. A possible value of εu and εw is l

V , where l is the length of
a vehicle and V its velocity, though any small, finite value will be sufficient to preclude Zeno behaviour.

Assumption 1 must also be enforced by incorporating εw and εu in the flow and jump sets through
the use of inter-event timers. To this end, an inter-departure timer tc,q(t, j) and an inter-arrival timer
tw,q(t, j) are defined for every queue q ∈ Q. Their continuous-time dynamics are described by

ṫc,q(t, j) = 1,

ṫw,q(t, j) = 1,
(2.4)
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and their discrete-time dynamics are given by

tc,q(t, j + 1) =

{
tc,q(t, j) if uq(t, j) = 0,

0 otherwise,

tw,q(t, j + 1) =

{
tw,q(t, j) if waq (t, j) = 0,

0 otherwise,

(2.5)

for each q ∈ Q, which gives the vectors tc(t, j) =
[
tc,1(t, j) . . . tc,nl

(t, j)
]T ∈ Rnl

≥0 and tw(t, j) =[
tw,1(t, j) . . . tw,nl

(t, j)
]T ∈ Rnl

≥0. The flow and jump sets can then be defined using the inter-event
timers and the arrival and departure signals. Two flow sets and two jump sets Cu, Cw, Du and Dw
are created in order to link the inter-departure timer tc,q(t, j) to uq(t, j) and to link the inter-arrival
timer tw,q(t, j) to waq (t, j). To achieve the desired behaviour, these sets must be defined such that
the system only evolves in discrete-time if 1) an event occurs at some queue q and 2) the relevant
inter-event timer is greater than the minimum inter-event time. With this in mind, the flow and
jump sets are given by

Cu = {u(t, j) = 0nl} ×
{
tc(t, j) ∈ Rnl

≥0

}
⋃
{u(t, j) ∈ {0, 1}nl} \ {0nl} × {tc,q(t, j) < εu ∃q ∈ Q s.t. uq(t, j) = 1} ,

Cw = {wa(t, j) = 0nl} ×
{
tw(t, j) ∈ Rnl

≥0

}
⋃
{wa(t, j) ∈ {0, 1}nl} \ {0nl} ×

{
tw,q(t, j) < εw ∃q ∈ Q s.t. waq (t, j) = 1

}
,

Du = {u(t, j) ∈ {0, 1}nl} \ {0nl} × {tc,q(t, j) ≥ εu ∀q ∈ Q s.t. uq(t, j) = 1} ,
Dw = {wa(t, j) ∈ {0, 1}nl} \ {0nl} ×

{
tw,q(t, j) ≥ εw ∀q ∈ Q s.t. waq (t, j) = 1

}
,

(2.6)

where 0nl is the zero vector of length nl. Note that each flow set consists of the union of two
sets. The first set gives the situation where u(t, j) = wa(t, j) = 0nl , in which case the inter-event
timers may have any value in R≥0. The second set is similar in definition to the jump sets, and
contains all possible vectors which can be created from zeros and ones, except for the zero vector.
This ensures that if there is an event at some queue and the inter-event timers of that queue do not
satisfy Assumption 1, e.g. tc,q(t, j) < εu, then the system flows in continuous-time and there is no
discrete-time jump. With (2.6), the flowing and jumping of the system in hybrid time is governed by

(u(t, j), tc(t, j)) ∈ Cu ∧ (wa(t, j), tw(t, j)) ∈ Cw, (2.7)

(u(t, j), tc(t, j)) ∈ Du ∨ (wa(t, j), tw(t, j)) ∈ Dw, (2.8)

where the system flows in continuous-time if (2.7) holds and jumps in discrete-time if (2.8) holds.

Now that the flow and jump sets have been defined, the remaining dynamics are quite simple. The
state of the queues in the intersection is characterised only by the queue lengths xq(t, j) and by the
activity of those queues mq(t, j). The queue length of a queue q ∈ Q can be described purely through
arrivals and departures by the the following hybrid dynamics:

ẋq(t, j) = 0 (u(t, j), tc(t, j)) ∈ Cu ∧ (wa(t, j), tw(t, j)) ∈ Cw,
xq(t, j + 1) = xq(t, j) + waq (t, j)− uq(t, j) (u(t, j), tc(t, j)) ∈ Du ∨ (wa(t, j), tw(t, j)) ∈ Dw,

(2.9)

with x(t, j) =
[
x1(t, j) . . . xnl

(t, j)
]T ∈ Nnl

0 the vector of the queue lengths.

When a vehicle departs from a queue, that queue then becomes active. A queue being active signifies
that a vehicle has recently departed from that queue, and that its service time has not passed yet.
This lets the controller determine of which queues the service times need to be taken into account
when choosing to let a later vehicle depart from its queue. When the largest service time of an active
queue has passed, that queue then becomes inactive, since it no longer conflicts with later departures.
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The queue activity mq(t, j) is binary variable with dynamics given by

ṁq(t, j) = 0,
(u(t, j), tc(t, j)) ∈ Cu
∧ (wa(t, j), tw(t, j)) ∈ Cw,

mq(t, j + 1) =


1 if uq(t, j) = 1

0 if tc,q(t, j + 1) ≥ maxi∈Q|{q} T
s
q,i

mq(t, j) otherwise

(u(t, j), tc(t, j)) ∈ Du
∨ (wa(t, j), tw(t, j)) ∈ Dw,

(2.10)

with m(t, j) =
[
m1(t, j) . . . mnl

(t, j)
]T ∈ {0, 1}nl the vector of the queue activity, which completes

the system dynamics.

Remark. Note that, since the system only evolves in discrete-time if there is an arrival or departure,
it is very likely that a queue remains active for some time even after the maximum service time has
passed. While this could be considered an undesirable feature of the current model, in Section 2.3 the
constraints on vehicle departures are formulated such that this has no effect. Should it be necessary
to ensure that a queue becomes inactive as soon as tc,q(t, j) = maxi∈Q,{q} T

s
q,i, a new flow and jump

set need to be defined. This is the case because the system should jump in discrete-time regardless of
whether there is a vehicle arrival/departure or not. The third flow and jump set can be defined as

Cm = {m(t, j) ∈ {0, 1}nl} ×
{
tc,q(t, j) < max

i∈Q,{q}
T sq,i ∀q ∈ Q s.t. mq(t, j) = 1

}
,

Dm = {m(t, j) ∈ {0, 1}nl} ×
{
tc,q(t, j) ≥ max

i∈Q|{q}
T sq,i ∃q ∈ Q s.t. mq(t, j) = 1

}
,

(2.11)

so that the hybrid dynamics are then governed by

(u(t, j), tc(t, j)) ∈ Cu ∧ (wa(t, j), tw(t, j)) ∈ Cw ∧ (m(t, j), tc(t, j)) ∈ Cm,
(u(t, j), tc(t, j)) ∈ Du ∨ (wa(t, j), tw(t, j)) ∈ Dw ∨ (m(t, j), tc(t, j)) ∈ Dm.

(2.12)

This change in the system behaviour would achieve an exact description of the desired dynamics, but
also makes the flowing and jumping of the system more complicated. Instead, the above flow and jump
set are not used in the rest of this report in favor of (2.6).

All of the system dynamics have now been defined and the full state of the system z(t, j) is given by

z(t, j) =
[
x(t, j)T tc(t, j)

T tw(t, j)T m(t, j)T
]T
, (2.13)

where x(t, j) is the vector of queue lengths, m(t, j) is the vector of the queue activities and tc(t, j)
and tw(t, j) are the vectors of inter-event timers. The full hybrid dynamics of the intersection are
described by

ẋq(t, j) = 0

ṫc,q(t, j) = 1

ṫw,q(t, j) = 1

ṁq(t, j) = 0

(u(t, j), tc(t, j)) ∈ Cu
∧ (wa(t, j), tw(t, j)) ∈ Cw,

xq(t, j + 1) = xq(t, j) + wa(t, j)− u(t, j)

tc,q(t, j + 1) =

{
tc,q(t, j) if uq(t, j) = 0

0 otherwise

tw,q(t, j + 1) =

{
tw,q(t, j) if waq (t, j) = 0

0 otherwise

mq(t, j + 1) =


1 if uq(t, j) = 1

0 if tc,q(t, j + 1) ≥ maxi∈Q|{q} T
s
q,i

mq(t, j) otherwise

(u(t, j), tc(t, j)) ∈ Du
∨ (wa(t, j), tw(t, j)) ∈ Dw,

(2.14)
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for each q ∈ Q. As described in Section 1.2, the system outputs the state of the intersection to the
controller. This defines the output of the hybrid system as

y(t, j) = z(t, j), (2.15)

which is used by the controller to optimise the crossing sequence.

2.3 Constraints on vehicle departures

Now that the service times have been defined and the high-level intersection model has been for-
mulated, it is possible to define certain necessary constraints on the control input u(t, j) so that
the service times are respected. Strictly speaking, these constraints are part of the design of the
supervisory controller, and not of the intersection model. Still, they are discussed here because these
constraints arise from the description of the intersection as a queueing system with given service times
between any two vehicle departures. Thus, they are considered to be a part of the hybrid system
itself and a parameter of the intersection, which the controller must take into account.

The constraints are as follows: first, a vehicle may only depart from its queue if the service times
of all active queues have passed. Assuming that a departure from queue q2 ∈ Q follows a departure
from queue q1 ∈ Q, this can be formulated as

uq2(t, j) = 0 if ∃q1 ∈ Q s.t.
(
mq1(t, j) = 1 ∧ tc,q1(t, j) < T sq1,q2

)
,

uq2(t, j) ∈ {0, 1} if @q1 ∈ Q s.t.
(
mq1(t, j) = 1 ∧ tc,q1(t, j) < T sq1,q2

)
.

(2.16)

These constraints ensure that no vehicle departs from its queue if doing so creates an unsafe situation
with a vehicle which has already entered the Cooperation Zone. Note that in the actual intersection
considered by Morales in [10], this formulation ensures that a departing vehicle always follows the
vehicle whose service time passes last.

By using the queue activity and the inter-departure times, (2.16) constrains vehicle departures based
on previous departures. However, this does not take into account vehicles that are still in other
queues. It is possible that there exist multiple queues for which all service times have passed and the
vehicles in them are allowed to depart. An additional constraint is necessary to ensure that these
vehicles do not depart at the same time if their trajectories cross. Let q, i ∈ Q be the queues from
which these two vehicles wish to depart. Using the fact that the service time between two vehicles
whose trajectories do not cross is defined as T sq,i = T si,q = 0, the second constraint is given by[

uq(t, j)
ui(t, j)

]
6=
[
1
1

]
if T sq,i > 0, (2.17)

which must hold for all q, i ∈ Q such that i > q. The reason that this only needs to be defined for
i > q the service times T sq,i and T si,q are equal. Therefore, there is no need to define this constraint
for all possible pairs q, i ∈ Q, since this would create multiple identical constraints.

The final constraint which must be placed on vehicle departures is one to ensure that the controller is
fair from the driver’s perspective. As mentioned in Section 1.2, the goal of the supervisory controller
is to minimise the average delay in a manner which is fair from the driver’s perspective. To ensure
fairness, it is necessary to ensure that no vehicles are kept waiting in their queue for too long. But if
one queue has a far higher arrival rate than another queue, drivers in the queue with the lower arrival
rate may be kept waiting indefinitely if the goal is only to minimise the average delay. This is a
well-known scheduling problem called starvation [14, 15], which is solved through the use of so-called
fairness constraints which ensure that no queues are starved even if traffic flows are unbalanced. Two
possible constraints are given by

tc,q(t, j) ≤ Tq,max,

xq(t, j) ≤ Xq,max,
(2.18)
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for all q ∈ Q, which ensure that every queue q is served after at most Tq,max seconds and that no
queue exceeds Xq,max vehicles in length. However, this only creates fairness from the perspective of
the queues, not for the drivers in those queues. To ensure fairness from the driver’s perspective, the
time each vehicle spends in its queue should be limited or the server should be forced to serve a queue
for a minimum amount of time. The latter is often implemented in traffic literature and is called
the minimum green time. Unfortunately, it is not possible to implement either of these methods in
the current model formulation, since neither the time each vehicle has been in its queue nor the time
spent serving a queue are available in the current model. As such, (2.18) is used to achieve fairness,
even though it may not fully achieve the desired goal. Alternative methods to implement fairness are
briefly discussed in Section 3.4, and the effect of these fairness constraints is investigated in Section
5.2.3.

The notation of the input constraints can be shortened by defining a state-dependent input set
U(x(t, j),m(t, j), tc(t, j)). This set follows from the constraints given in (2.16)–(2.18), and the exact
mathematical definition of this set is not important for the purposes of this report. By using this set
the constraints on the input are written as

u(t, j) ∈ U(x(t, j),m(t, j), tc(t, j)). (2.19)

2.4 Summary

In this chapter, the automated intersection has been modelled as a hybrid system, which can evolve
both in continuous-time and in discrete-time. By using a simplified model for the vehicle dynamics,
the intersection is characterised as a polling system where the vehicles wait in queues until they are
served. The hybrid system evolves in discrete-time only when there is a vehicle arrival or departure.
Through the use of inter-arrival and inter-departure timers, the hybrid system description allows for
a service time to be enforced between any two vehicle departures. The service times ensure that the
desired virtual inter-vehicle distance is respected, which allows vehicles to pass through the inter-
section safely. Two control constraints are formulated which ensure that the controller respects the
service times, and an additional constraint is formulated to ensure that the controller is fair from the
driver’s perspective.

In Chapter 3, using the model proposed in this chapter, a controller for the hybrid system is designed.
It is designed such that it optimises the departures of vehicles from their queues to minimise their
average delay, while respecting the constraints given in Section 2.3. The tooling for the numerical
implementation of the hybrid system and the controller are discussed in Chapter 4.
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Chapter 3

Controller design

The automated intersection has been modelled as a hybrid system, which allows for a service time to
be enforced between vehicle departures, in Chapter 2. In this chapter, the controller for the hybrid
system is designed. This controller must optimise the input it provides to the system in order to
minimise the average delay of the vehicles, while also respecting the constraints formulated in Section
2.3. These constraints challenge the design of a feedback law. Given the combination of an opti-
misation objective and the constraints, it is decided to opt for a Model Predictive Control (MPC)
approach. Model predictive controllers select the control actions which lead to the best predicted
outcome over some finite horizon. The controller uses a model of the system to make its predictions,
and updates its control actions as it receives new observations of the system [16]. While this makes
MPC an attractive control method for most applications, there is currently little research into MPC
for hybrid systems formalised in the framework of [12, 13]. Instead, most applications of MPC are
aimed at discrete-time systems. In order to apply MPC to the intersection problem, the controller
samples the system, and the controller uses a discretised version of the system in its predictions.

The remainder of this chapter is organised as follows. Section 3.1 presents a general description
of model predictive control and explains the notions of stability and feasibility. In Section 3.2, the
hybrid system is discretised in support of the controller design, and a disturbance model which
predicts vehicle arrivals is formulated in Section 3.3. Section 3.4 gives the cost function and the
complete formulation of the MPC optimisation problem. The chapter concludes with a summary in
Section 3.5.

3.1 Model predictive control

Model predictive control, also called receding horizon control, has become an increasingly popular
control method mostly applied on discrete-time systems. This increasing interest is driven by the
need for tighter performance specifications and more and more constraints which need to be satisfied
[17]. In general, MPC consists of solving an optimal control problem subject to the system dynamics
and other constraints. The control problem has a finite horizon Np and must be solved on-line. Every
time-step, the controller uses the dynamical model to predict the behaviour of the system over the
prediction horizon and determines the input trajectory such that a given cost function is minimised
in open-loop. A feedback mechanism is achieved by implementing only the first step of the optimal
open-loop input trajectory and repeating the optimisation every time-step.

While model predictive control is an attractive control method, it also has its disadvantages. In
order for it to control a system accurately, an accurate model is needed. An inaccurate model or
the presence of a disturbance acting upon the system may lead to poor performance. Secondly, the
controller’s prediction horizon must be carefully chosen. Ideally, the prediction horizon is infinite.
However, it is clear that the longer the horizon, the greater the computational cost. In order to allow
a real-time solution, a short horizon is preferable. On the other hand, if the horizon is too short,
the closed-loop trajectory of the system will differ from the predicted open-loop trajectory, because
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important events remain unobserved within the horizon [16]. This occurs even if the model is perfect
and there is no disturbance present [17]. Thus, the prediction horizon must be carefully chosen.

Two other key aspects of MPC are the notions of stability and recursive feasibility. Whether the finite
horizon MPC strategy leads to stability of the closed-loop is one of the key questions of MPC [17].
As mentioned earlier, the open-loop prediction and closed-loop trajectory are often different because
the prediction horizon is finite. As such, many finite horizon MPC strategies aim to approximate an
infinite horizon scheme in order to guarantee stability, which also guarantees recursive feasibility. The
optimisation problem is said to be feasible if a solution exists. However, feasibility at the current time-
step does not necessarily guarantee feasibility at the next time-step. Naturally, the MPC problem
must be feasible at every time-step, which is called recursive feasibility [16]:

Definition 1. The MPC problem is called recursively feasible if for all feasible initial states feasibility
is guaranteed at every state along the closed-loop trajectory.

A common approach to ensure both recursive feasibility and stability is the dual-mode control ap-
proach. This approach makes use of a terminal constraint which implicitly extends the horizon to
infinity [18]. By fulfilling this terminal constraint, the states are in a given terminal set. This terminal
set is defined to be feasible and positively invariant under some local control law, which means that
once the states are in that set, they stay in that set. However, using such a terminal constraint reduces
the region of attraction, which is the set of initial states for which the states reach the equilibrium
point. A different method often applied in practice is simply to choose a large enough prediction
horizon, but determining a sufficiently long horizon can be difficult.

Unfortunately, guaranteeing both recursive feasibility and stability of the intersection controller is
difficult. The input set is state dependent, and vehicle arrivals are a disturbance which forever push
the queue lengths away from the origin. This makes formulating a control law which would stabilise a
terminal set arduous. Instead, it is assumed that the constraints of the to-be-designed model predic-
tive controller are such that the controller is both recursively feasible and stable. Assuming stability
and recursive feasibility is quite common in work on MPC, where typically additional constraints are
added to guarantee a priori that loss of feasibility cannot occur [19].

3.2 Model discretisation

The MPC controller operates in discrete-time by sampling the output of the plant y(t, j). In order to
determine how the sampled system is observed by the controller, the hybrid system is first discretised.
The discretised system can then be used as the prediction model that the MPC controller uses in its
optimisation. The controller also requires a model of the disturbance, which in this case is a model
to predict vehicle arrivals. This disturbance model is discussed in Section 3.3.

Most of the dynamics of the hybrid system in (2.14) already evolve purely in discrete-time, making
most of the discretisation straightforward. First of all, the hybrid system is sampled with a constant
sampling interval ∆t. Then the time instance tk at time-step k ≥ 0 is equal to

tk = k∆t. (3.1)

The next step is to define the discretised states and output, which are sampled at some time in the
hybrid time domain. It is assumed that if a jump occurs at the sampling time tk, the sampled states
and output are equal to the states and output after the jump. Then z(k) and y(k) are defined as

z(k) = z(tk, j
∗), j∗ = max {j | (tk, j) ∈ dom φ} ,

y(k) = y(tk, j
∗), j∗ = max {j | (tk, j) ∈ dom φ} .

(3.2)

Though the states and output can be easily sampled, incorporating arrivals and departures in the
discretised system requires some considerations. These are both instantaneous events and therefore
cannot simply be sampled or integrated. Instead, the number of arrivals or departures can be counted.
However, if ∆t is large it is theoretically possible that there are multiple arrivals or departures between
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two sampling instances. In that case wa(k) or u(k) would no longer lie in the defined flow and jump
sets. To preclude this from occurring in the discretised system, the following assumption is made.

Assumption 2. The sampling time ∆t is such that there is at most one arrival to each queue and
at most one departure from each queue between two subsequent sampling instances tk−1 and tk. In
other words, uq(t, j) and wa(t, j) are only non-zero once for t ∈ (tk−1, tk] , k ≥ 0 for each q ∈ Q and
(t, j) ∈ dom φ.

Under this assumption, wa(k) and u(k) are always in the flow and jump sets defined in (2.6). To-
gether with Assumption 1, Assumption 2 means that it must hold that ∆t ≤ min {εu, εw}. If not,
Assumption 2 could be violated. Now, waq (k) and uq(k) can be defined for each q ∈ Q as follows:

waq (k) =

{
1 if ∃t∗ ∈ [tk−1, tk] s.t. waq (t∗, j∗) = 1 for (t∗, j∗) ∈ dom φ,

0 otherwise,

uq(k) =

{
1 if ∃t∗ ∈ [tk−1, tk] s.t. uq(t

∗, j∗) = 1 for (t∗, j∗) ∈ dom φ,

0 otherwise.

(3.3)

With the sampling of the states, inputs and outputs of the hybrid system as defined above, the hybrid
dynamics of (2.14) can be discretised. As mentioned earlier, this is fairly straightforward since most
of the system’s dynamics are already in discrete-time. The only exceptions are the inter-event timers,
which do have continuous-time dynamics. These are easily discretised by adding ∆t to their value
every time-step, and re-setting to ∆t when there is an event. The timers are re-set to ∆t instead of
0 because ∆t seconds pass between the occurrence of the event at time tk and the new state at time
tk+1. Thus, the discretised dynamics of the intersection are given by

xq(k + 1) = xq(k) + waq (k)− uq(k),

tc,q(k + 1) =

{
tc,q(k) + ∆t if uq(k) = 0,

∆t otherwise,

tw,q(k + 1) =

{
tw,q(k) + ∆t if waq (k) = 0,

∆t otherwise,

mq(k + 1) =


1 if uq(k) = 1,

0 if tc,q(k + 1) ≥ maxi∈Q|{q} T
s
q,i,

mq(k) otherwise,

(3.4)

for each q ∈ Q. Note that in constrast to the hybrid dynamics, the discretised dynamics of the active
queues mq(k) are no longer flawed. In the hybrid system an active queue only becomes inactive when
an event occurs. Since the discrete-time system jumps regardless of whether there is an event or not,
an active queue now becomes inactive immediately after the maximum service time has passed. The
discretised dynamics are written in shorthand notation as

z(k + 1) = F (z(k), wa(k), u(k)),

y(k) = z(k).
(3.5)

The final step in the discretisation is to discretise the constraints on vehicle departures that are placed
on the MPC controller, which have been formulated in (2.16)–(2.18) in Section 2.3. The discrete-time
formulation of the constraints is functionally identical to their formulation in hybrid time. Constraint
(2.16) on departures from a queue q2 ∈ Q which follows a departure from some queue q1 ∈ Q is given
by

uq2(k) = 0 if ∃q1 ∈ Q s.t.
(
mq1(k) = 1 ∧ tc,q1(k) < T sq1,q2

)
,

uq2(k) ∈ {0, 1} if @q1 ∈ Q s.t.
(
mq1(k) = 1 ∧ tc,q1(k) < T sq1,q2

)
.

(3.6)

Constraint (2.17) on two simultaneous departures from queues q, i ∈ Q such that i > q is equal to[
uq(k)
ui(k)

]
6=
[
1
1

]
if T sq,i > 0, (3.7)
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and the fairness constraints of (2.18) are as follows:

tc,q(k) ≤ Tq,max,

xq(k) ≤ Xq,max.
(3.8)

Note that the fairness constraints also place a minimum on the duration of the prediction horizon
Np∆t in order for the optimisation problem to be recursively feasible. This minimum is given by
Np∆t ≥ maxq1,q2∈Q T

s
q1,q2 , and is necessary to ensure that the controller can still switch queues if

the fairness constraints become active within the prediction horizon. If this condition does not hold
and tc,q(k) nears Tq,max for some q ∈ Q, then the controller does not see this within its prediction
horizon until it is already too late to switch queues. At this point, the optimisation problem becomes
infeasible.

As in Section 2.3, the notation of the input constraints is shortened through the state-dependent
input set U(x(k),m(k), tc(k)). This can be written as

u(k) ∈ U(x(k),m(k), tc(k)). (3.9)

3.3 Disturbance model

In addition to the dynamical prediction model, the MPC controller also uses a model of the distur-
bance. In most applications of MPC, the disturbance model is used to increase the robustness of
the controller with respect to model uncertainty and noise. Then the control system is called robust
if stability is maintained and the performance specifications are met for a specified range of model
variations and a class of noise signals [20]. In the case of the intersection, the input u(t, j) must be
designed solely to account for the disturbance wa(t, j). After all, if there were no vehicle arrivals,
there is no need for vehicle departures either. Yet a disturbance model is not strictly necessary since
the optimisation can also be based purely on the current queue lengths. Instead, the disturbance
model is used to increase the reliability of the controller’s predictions, since predicting vehicle arrivals
reflects the behaviour of the intersection in the future far more accurately. For example, if one queue
has a higher arrival rate, but is currently (near) empty, using a disturbance model can lead to better
control actions.

There are several methods by which vehicle arrivals are often modelled. If the intersection is located
in a network of intersections, then vehicles can be assumed to arrive in batches. On a highway, the
inter-arrival time is often modelled according to a Poisson distribution, which is a realistic model as
long as traffic is only lightly congested [21]. This report focuses on an isolated intersection, where
vehicles can also be assumed to arrive according to this distribution. However, because stochastic
arrivals are impossible to predict exactly, the disturbance model assumes that vehicles arrive in a
deterministic, uniform pattern with an average arrival rate λq for queue q. Then the disturbance
model is given by the predicted arrivals ŵaq (k), equal to

ŵaq (k) =

{
1 if tw,q ≥ 1

λq
,

0 otherwise,
(3.10)

for each q ∈ Q. This disturbance model also requires knowledge of λq. In some cases, the average
arrival rate λq can be a known constant. But in reality the arrival rate is likely to vary in time. The
arrival rate is higher during rush hour and lower at night, and may also be different in the weekend
than during weekdays. Additionally, the arrival rate is not always known. Though traffic flow is
often measured at busy intersections, this data is not always available or up-to-date. Therefore, the
controller needs a method to estimate the current average arrival rate based on its own historic data.
One method is to use a moving average window, which calculates the average value of a signal up to
some horizon in the past. Assuming a horizon of Nw steps, λq(k) can be calculated by counting the
number of past vehicle arrivals in the window as

λq(k) =
1

∆tNw

Nw∑
i=0

waq (k − i), (3.11)
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with λq(0) = waq (0) and waq (k) = 0 for k < 0.

Finally, it may also be necessary to predict the trajectory of the vehicles (q, qout,q) for q, qout,q ∈ Q.
As mentioned in Section 2.1, if vehicles with different trajectories share the same queue, the service
time T sq1,q2 is time-varying. This can greatly affect the predicted system behaviour, and thereby affect
the optimal input. One possibility is to assume the worst-case scenario where qout,q is always such as
to ensure the highest possible service times. But this is likely too conservative, since qout,q is partially
available, because this information is received from the vehicles in the queues. This allows for an
accurate prediction until the controller reaches a point in its prediction where those vehicles have
already departed. After that, the prediction becomes less accurate and could instead be based on
historic data. The simplest method is to always choose the most common exit direction. A slightly
more elaborate method is to choose the exit direction in proportion to how often vehicles from each
queue exit the intersection there. Either way, these methods can give ambiguous results, and therefore
for the remainder of this report it is assumed that there exists a dedicated queue on each entry lane
for each trajectory, i.e., for each exit lane as depicted in Figure 2.4. This makes the service times T s

time-invariant.

3.4 MPC controller design

The prediction model, the disturbance model and the constraints which form the input set of the
MPC controller have been formulated in the previous sections. What remains is the definition of
the objective function. The objective function follows from the goal of the controller, which is to
minimise the average delay of the vehicles passing through the intersection. While the average delay
cannot be directly measured, it can easily be calculated by integrating the queue lengths. After all,
the only delay the vehicles incur is the time spent waiting in the queues, since they always move
through the Cooperation Zone with constant velocity. With prediction horizon Np, the cost function
J(k) is given by

J(k) =

Np−1∑
i=0

cTx(k + i), (3.12)

where c =
[
c1 . . . cnl

]
is a vector which can be used to weigh the individual queue lengths. The

weights in c can be varied if one queue should be given a higher priority than another, so that the
controller will keep that queue shorter. The cost function is chosen as linear because the queue lengths
can only be positive, and thus there is no chance of a negative queue length cancelling out a positive
one. It also ensures that every vehicle in a queue is weighed the same. The cost function may also be
chosen as quadratic if this is more desirable for the automated intersection. Using a quadratic cost
function is also a simple way to make the controller more fair from the driver’s perspective, and is a
way to implement the constraints of (3.8) as soft constraints. This is because longer queues have a far
higher cost than short queues. This will make the controller switch to a starved queue as its length
increases, even without a hard limit on tc,q(k) or xq(k). A similar method is to use a penalty function
which penalises queues above some value, though this would make the cost function more complicated.

Using the above cost function, the controller must optimise its inputs u(k + i) over a period i =
0, . . . , Np − 1. The full MPC optimisation problem is now given by

min
u(k),...,u(k+Np−1)

J(k) =

Np−1∑
i=0

cTx(k + i),

s.t. z(k + i+ 1) = F (z(k + i), ŵa(k + i), u(k)) ∀i = 0, . . . , Np − 1,

x(k + i) ∈ Nnl
0 ∀i = 0, . . . , Np − 1,

tc(k + i), tw(k + i) ∈ Rnl

≥0 ∀i = 0, . . . , Np − 1,

m(k + i) ∈ {0, 1}nl ∀i = 0, . . . , Np − 1,

u(k + i) ∈ U(x(k + i),m(k + i), tc(k + i)) ∀i = 0, . . . , Np − 1,

ŵa(k + i) = Fw(tw(k + i), λ(k)) ∀i = 0, . . . , Np − 1,

(3.13)
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where Fw(tw(k), λ(k)) is given by (3.10). Once the controller has performed this optimisation and
provides an input u(k), this discrete-time signal must then be converted to a continuous-time signal.
A direct conversion u(t) = u(k) for t ∈ [tk, tk+1) is not possible. This creates a rectangular signal
in continuous-time, which does not match with the previous definition of u(t) which states that
departures are instantaneous. In order to ensure that the input provided by the controller is of the
form defined in (2.2), u(t) is converted from u(k) as follows:

u(t) =

{
1 if u(k) = 1 at time t = tk,

0 otherwise.
(3.14)

This definition ensures that a vehicle departure always occurs only at the controller’s sampling in-
stances, between which u(t) is always zero.

3.5 Summary

This chapter presents a controller design approach to control the hybrid system of Chapter 2. A
discrete-time model predictive controller is used, which samples the hybrid system and predicts the
behaviour of the system behaviour in order to choose an input which minimises a cost function. The
notions of stability and recursive feasibility of an MPC controller are introduced, but unfortunately
cannot be guaranteed. Instead, it is assumed that the constraints and the prediction horizon are such
that the controller is both stable and recursively feasible.

Next, the hybrid model is discretised in order to determine what the sampled system looks like to the
controller. The discretised dynamics are nearly identical to the discrete-time dynamics of the hybrid
system. Only vehicle arrivals wa(k) and departures u(k) cannot be directly sampled from the hybrid
system. These are instead counted during the sampling interval. In order to ensure that these signals
always lie in the defined flow and jump sets, it must be assumed that both waq (t, j) and uq(t, j) are
only non-zero once between any two sampling instances. The controller uses the discretised model in
combination with a model of the disturbance to predict the behaviour of the hybrid system behaviour.
The disturbance model predicts vehicle arrivals based on the average vehicle arrival rate λ. If the av-
erage arrival rate is unknown, it can be determined from historic data using a moving average window.

The goal of the controller is to minimise the average delay. This is realised in the cost function by
integrating the queue lengths over time. Since vehicles only incur delay in the queues, this gives a
direct measure of the total delay. Finally, the discrete-time input is converted to continuous-time in
such a way as to comply with the initial input definition of (2.2).

In Chapter 4, the hybrid system of Chapter 2 and the controller formulated in this chapter are
implemented in Simulink to support numerical simulations.
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Chapter 4

Numerical implementation

In Chapter 2, the automated intersection has been modelled as a hybrid system. This system evolves
in discrete-time when a vehicle arrives or departs, and otherwise evolves in continuous-time to keep
track of the inter-arrival and inter-departure times. The hybrid system is controlled by a discrete-time
MPC controller formulated in Chapter 3. This controller acts as the supervisory controller of the
intersection, and optimises the vehicle crossing sequence in order to minimise the average delay. The
next step is to realise an implementation of both the hybrid system and the controller in order to
perform simulations and test the behaviour of the controller behaviour.

Hybrid systems are still a new area of research and as such few tools exist with which they can be
simulated, not to mention whether those can model its interaction with a discrete-time controller. In
this report, the hybrid system and controller are implemented in Simulink, for which Sanfelice, Copp
and Nanez have created the Hybrid Equations (HyEQ) Toolbox [22], and which can cope with differ-
ences in sampling times between different parts of a system. Section 4.1 gives the implementation of
the hybrid system using the HyEQ toolbox.

The implementation of the controller requires some extra consideration due to the complicated nature
of the constraints on vehicle departures. In order to implement the logic which is present in these
constraints, the prediction model plus the constraints are formulated as a mixed-logical dynamical
(MLD) system. These systems provide a framework by which physical laws, logical rules and oper-
ating constraints can be combined. The model predictive controller can then be generated from the
MLD system using the Multi-Parametric Toolbox [23]. Section 4.2 presents the full implementation
of the controller, including a general explanation of MLD systems.

Other than the implementation of the hybrid system and the controller, it is also necessary to generate
vehicle arrivals, which is discussed in Section 4.3. The chapter ends with a summary in Section 4.4.

4.1 Hybrid equations toolbox

The Hybrid Equations (HyEQ) Toolbox is designed by Sanfelice, Copp and Nanez [22] for the sim-
ulation of hybrid systems in MATLAB/Simulink. It considers the framework for hybrid systems
used in [12, 13], which is the framework used when modelling the intersection in Chapter 2. In this
framework, the hybrid system is defined by the flow set C, the jump set D, and the flow and jump
map which jointly form the hybrid dynamics. The hybrid simulator of the HyEQ toolbox includes
one block for each of these four parts, making it exceptionally easy to create the hybrid system of
(2.14) in Simulink. The evolution of the system in hybrid time is computed by an integrator system
which computes the continuous-time dynamics when the flow set is active, and triggers a jump to
update the state in discrete-time when the jump set is active.

One important quirk of the hybrid simulator is that it keeps track of the simulation time internally.
In the integrator system, the integrator receives a constant value of 1 if the flow set is active, and
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receives a value of 0 if the jump set is active. This means that the simulation time given by Simulink
itself is different from the internal simulation time of the hybrid system. After all, the simulation
time of the hybrid system remains constant if the system evolves in discrete-time, but time still
passes in Simulink itself. To prevent any mismatch between different subsystems in the simulation,
all subsystems must use the simulation time given by the hybrid system. This is especially important
when generating vehicle arrivals, which is described in Section 4.3.

4.2 Mixed-logical dynamical systems

In most applications of MPC, the controller can be easily implemented by specifying the state update
equations, the state space, and the input set. However, this is not possible with the current formula-
tion of the prediction model and the constraints on vehicle departures, since these are in large part
described by logic, which many tools for MPC were not designed for. Furthermore, most of these
tools assume a constant input set, and are not designed for an input set which is state-dependent.
Therefore, to implement the prediction model and the constraints, these are first re-formulated as
a mixed-logical dynamical (MLD) system. The MLD systems framework has been developed by
Bemporad and Morari in [24] in order to systematically model and control systems which combine
physical laws, logical rules and operating constraints. Any logic in the system is transformed into lin-
ear inequality constraints involving integer and continuous variables through the use of propositional
calculus described in Chapter 9 of [25]. This creates a system given by linear dynamic equations
subject to linear mixed-integer inequalities, i.e. inequalities where the variables can be continuous or
binary. This includes continuous and discrete states, inputs and auxiliary variables.

Re-formulating the entire prediction model and the constraints as an MLD system can be a difficult
and painstaking task. Thankfully, this task is mostly automated through the HYbrid System DEsc-
tiption Language 3 (HYSDEL3) [26]. HYSDEL3 requires only the state update equations and the
auxiliary variables, and constraints can be implemented as conditions which must be fulfilled at all
times. Then HYSDEL3 can create a mixed-logical dynamical system of the form

z(k + 1) = Az(k) +Buu(k) +Bauxvaux,2(k) +Baff,

y(k) = Cz(k) +Duu(k) +Dauxvaux,2(k) +Daff,

Ezz(k) + Euu(k) + Eauxvaux,2(k) ≤ Eaff,

(4.1)

where vaux,2(k) is an auxiliary vector given by vaux,2(k) =
[
vaux,1(k) δ(k)

]T
, with δ(k) the auxiliary

variables and vaux,1(k) = δ(k)z(k). All matrices in the system are generated by HYSDEL3 and placed
in an m-file, from which the system can be loaded into MATLAB. The matrices Baux, Daux and Eaux

are used to include the effects of the auxiliary variables into the dynamics, while the matrices Baff

and Daff allow for affine terms in the dynamics and the output. The inequality constraints that the
MLD system is subject to are given through the matrices Ez, Eu, Eaux and Eaff.

Implementing the discretised dynamics of (3.4) in HYSDEL3 are relatively straightforward. The dy-
namics of the queue lengths can be implemented directly, and the inter-event timers can be expressed
using IF-THEN-ELSE statements. Only the queue activities mq(k) must be expressed differently in
HYSDEL3, because these are binary variables. First an auxiliary variable is defined for each q ∈ Q
as [

δtc,q,max(k) = 1
]
⇐⇒

[
tc,q ≥ max

i∈Q|{q}
T sq,i

]
, (4.2)

which is used to determine if the maximum service time of a queue has passed. The state update
equation of mq(k) is expressed using notation from boolean algebra. In this notation, the symbol ¬
denotes negation, and the variable on the left-hand side is true if the condition on the right-hand side
holds. Then the state update equation of mq(k) for each q ∈ Q is given by

mq(k + 1) ≡ uq(k) ∨
(
mq(k) ∧ ¬δtc,q,max(k)

)
. (4.3)
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Following the implementation of the system dynamics, the disturbance model can be implemented as
booleans for each q ∈ Q given by[

ŵaq (k) = 1
]
⇐⇒

[
tw,q(k)− λ−1

q (k) ≥ 0
]
, (4.4)

where λq(k) must be inverted in Simulink, since HYSDEL3 only accepts affine expressions. Addi-
tionally, since all variables in HYSDEL3 must be bounded, λq(k) must always have some non-zero
minimum value, for example λq,min(k) = 1

∆tNw
. Otherwise, the simulation crashes if there are no

arrivals in the moving average window.

The implementation of the disturbance model requires an extra constraint on vehicle departures. If
a vehicle is predicted to arrive an empty queue, i.e. ŵaq (k) = 1 and xq(k) = 0, then the controller is
able let that vehicle depart from its queue immediately through an input uq(k) = 1 without violating
the constraint that the queue lengths must be non-negative. However, in reality, vehicles arrive
stochastically, so it is unlikely that there will actually be a vehicle arrival at that time-step. In that
case, an input uq(k) = 1 would lead to a negative queue length. To prevent this from occurring, extra
auxiliary variables are used to determine if a queue is empty. These are defined for every q ∈ Q as[

δxq,0(k) = 1
]
⇐⇒ [xq(k) = 0] . (4.5)

Then the situation described above is avoided through the constraints

¬(uq(k) ∧ ŵaq (k) ∧ δxq,0(k)), (4.6)

for all q ∈ Q, which ensures that the controller does not let a vehicle depart which, in reality, may
not actually exist.

The implementation of the constraints on vehicle departures given by (3.6)–(3.8) require a number of
auxiliary binary variables. To implement the constraint given by (3.6), it is first necessary to define
one binary variable for each service time. These are given by

[δtc,q1,q2(k) = 1] ⇐⇒
[
tc,q1(k) ≥ T sq1,q2

]
, (4.7)

for every q1, q2 ∈ Q. These auxiliary variables can be used in combination with the queue activity
m(k) to define another set of variables which indicate that a vehicle may depart from a queue. These
variables are given by

δuq2
(k) ≡ ¬ (¬δtc,1,q2(k) ∧m1(k)) ∧ · · · ∧ ¬ (¬δtc,nl,q2(k) ∧mnl

(k)) , (4.8)

for all q2 ∈ Q. The boolean δuq2
is true if either no queues are active, or if the service times of all

active queues with respect to queue q2 have passed. Then the constraint on vehicle departures is
implemented for every q2 ∈ Q as [

δuq2
(k) = 1

]
⇐= [uq2(k) = 1] . (4.9)

The one-way implication ensures that the input must be zero if δuq2
= 0, and that the input can be

either zero or one if δuq2
(k) = 1. This perfectly captures the constraint of (3.6).

The implementation of (3.7) requires another set of binary variables, this time to determine whether
two trajectories intersect or not. These are given by[

δT s
q,i

= 1
]
⇐⇒

[
T sq,i = 0

]
, (4.10)

for all q, i ∈ Q such that i > q. They only need to be defined for i > q since the service times
T sq,i = T si,q = 0 if two trajectories do not intersect, thus halving the number of constraints. The
constraint of 3.7 is then implemented in HYSDEL3 for all q, i ∈ Q such that i > q as

¬(uq(k) ∧ ui(k) ∧ ¬δT s
q,i

), (4.11)
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which is always fulfilled unless both uq(k) and ui(k) are true, but δT s
q,i

is false. Finally, the fairness

constraints given in (3.8) can be implemented directly without the use of auxiliary variables.

After HYSDEL3 has converted the prediction model, the disturbance model and the constraint into an
MLD system, this system can then be used to design the MPC controller. This task is also automated
using the Multi-Parametric Toolbox 3 (MPT) [23]. This is an open source MATLAB-based toolbox
which is capable of directly generating an MPC controller for an MLD system created by HYSDEL3.
MPT only requires the weights of the linear or quadratic cost function and the length of the prediction
horizon Np to create the intersection controller. Once the MPC controller has been generated, it can
be evaluated for any value of the states. The controller can then be implemented in Simulink as an
interpreted MATLAB function, and is evaluated for the current state of the intersection.

4.3 Vehicle arrivals

So far, the hybrid system and the controller have been implemented, but the simulation also requires
vehicle arrivals to the hybrid system as an external disturbance. As mentioned in Section 3.3, vehi-
cles can be assumed to arrive according to Poisson distributed inter-arrival times in the case of an
isolated intersection. However, for the purposes of interpreting the simulation results, deterministic
vehicle arrivals are more desirable, even if this is not as realistic as stochastic arrivals. Deterministic
inter-arrival times are implemented first, after which implementing stochastic arrivals requires only
minor adjustments.

To generate vehicle arrivals with the right inter-arrival times, it necessary to know the current simu-
lation time. As explained in Section 4.1, the hybrid system uses its own internal simulation time, and
therefore this simulation time must be used instead of Simulink’s simulation time. Vehicle arrivals
are most easily generated using a MATLAB function block. To implement deterministic inter-arrival
times, the arrival time of the last vehicle is remembered, and a new vehicle is generated when the
inter-arrival time has passed. Then the current simulation time becomes the arrival time of the last
vehicle, and another vehicle is generated when the inter-arrival times passes again, and so on.

The same scheme which is used to generate deterministic vehicle arrivals can also be used to generate
vehicle arrivals stochastically. The only adjustment needed is that a new inter-arrival time must be
calculated after every arrival. In a Poisson process the probability P that there is an arrival at queue
q in the interval [0, t] is given by

P (Xq ≤ t) = 1− exp−λqt, (4.12)

where Xq is the inter-arrival time and P (Xq ≤ t) gives the probability of Xq being less than or equal
to the time since the last arrival t. By choosing P (Xq ≤ t) as a uniform random number using the
rand() function in MATLAB, Poisson distributed inter-arrival times can be calculated by inverting
the above function. This gives

Xq = − 1

λq
ln (1− rand()) . (4.13)

By calculating a new inter-arrival time according to this equation after every arrival, vehicles arrive
at the intersection according to a Poisson distribution.

4.4 Summary

This chapter describes the methods by which the hybrid system and the controller are implemented
in Simulink, and by which vehicle arrivals are generated. The hybrid system is easily implemented
using the Hybrid Equations Toolbox which requires only the hybrid dynamics and the flow and jump
sets. An important point of this toolbox is that the hybrid system keeps track of the simulation time
internally, and that this time is not equal to Simulink’s own simulation time.

The controller is implemented by first converting the discretised model into a mixed-logical dynamical
system using HYSDEL3, which is able to combine the system dynamics with the logical constraints
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defined by the service times. The constraints are applied to the MLD system through the use of
auxiliary binary variables. The model predictive controller is then created with the Multi-Parametric
Toolbox, and evaluated in Simulink as an interpreted MATLAB function.

Finally, vehicle arrivals are generated with a MATLAB function block. This block remembers the
arrival time of the previous vehicle and generates a new vehicle when the inter-arrival time has passed.
Vehicles can arrive stochastically by calculating a new Poisson distributed inter-arrival time whenever
a vehicle departs.
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Chapter 5

Simulation results

The implementation of the hybrid system, the controller and the method to generate vehicle arrivals
in Simulink have been presented in the previous chapter. In this chapter, the Simulink model is used
to perform simulations in order to observe the behaviour of the system and the controller. Before
presenting these results, some theoretical results in queueing theory on two-queue servers are given
in Section 5.1. These results give some indication of what sort of behaviour to expect in simulations
of a two-queue intersection, and as such most simulations use such a model. The simulation results
are presented and discussed in Section 5.2, where various aspects such as the prediction horizon,
cost function and the service times are varied to see what effect these have on the behaviour of the
system. This section also presents a comparison between the performance of the designed supervisory
controller, a first-come-first-served crossing sequence and a vehicle actuated traffic light. Finally, the
chapter is summarised in Section 5.3.

5.1 Results from queueing theory

Before presenting the simulation results, it is helpful to first introduce some relevant results from
queueing theory [27]. This gives an indication of what behaviour to expect from the controller and
provides a basis for comparison for the simulation results. In general, in queueing theory every queue
q ∈ Q has a continuous arrival rate λq of vehicles and the server serves a queue with a service rate
µq. The time between the last served vehicle from some queue q1 and the next served vehicle from
a different queue q2 is given by the set-up time σq1,q2 > 0. Applying this to the description of the
service times in (2.1), the service rates and set-up times are given by

µq1 =
1

T sq1,q1
,

σq1,q2 = T sq1,q2 ,

(5.1)

for q1, q2 ∈ Q. Another important concept in queueing theory is the utilisation ρq of the server by a
queue. The utilisation indicates whether a queue is stable or not and is given by

ρq =
λq
µq
. (5.2)

If ρq > 1, it is impossible to empty a queue, since vehicles arrive faster than they can be served. For a
system of nl conflicting queues to be stable as a whole, it must hold that

∑
q∈Q ρq < 1, in which case

a stable process cycle exists and the queue lengths are bounded. However, the process cycle varies
over time in the case that vehicle inter-arrival times are stochastic. Vehicles can arrive sporadically
or in quick succession, the latter of which can be a major cause of delay. To give an indication of
the increased delay in the case of stochastic arrivals, the average queue length can be calculated. For
a single-queue server with deterministic service rates and Poisson distributed arrivals, the average
number of vehicles in the queue is given by

L =
1

2

ρ2

1− ρ
. (5.3)
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This equation holds for a single-queue server, not for a multi-queue server, and therefore does not
take into account the set-up times. However, (5.3) is accurate as long as the set-up times are short
and the service rates are equal.

In [28], the optimal periodic behaviour of a two-queue switching server is studied. In Section 5.2 of
[28], the goal is to achieve a switching policy which minimises the costs related to the queue lengths
starting from any initial state. There, a cost function given by

J = lim sup
t→∞

1

t

∫ t

0

[g1(x1(s)) + g2(x2(s))] ds, (5.4)

is used, with gi functions that relate costs to queue lengths xi for i ∈ {1, 2}. Later this is relaxed to

linear costs on the queue lengths J = 1
T

∫ T
0

[c1x1(s) + c2x2(s)] ds, similar to (3.12). Without loss of
generality, it is assumed that c1λ1 ≥ c2λ2, with c1, c2 the weighting coefficients, for which [28] shows
that the optimal steady-state process cycle is of the form shown in Figure 5.1.
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Figure 5.7: Pure bow tie curve and truncated bow tie curve.

The coordinates of interest for the truncated bow tie curve are:

After ① at µ1: � 0, x �2 � with x �2 � λ2

�
σ21 � σρ1 � 1 � α1ρ2 �

1 � ρ1 � ρ2 � (5.10a)

After ① at λ1: � 0, x �2 � with x �2 � λ2

�
σ21 � σ � α1 � 1 � ρ1 � � 1 � ρ2 ��� ρ1 �

1 � ρ1 � ρ2 � (5.10b)

After ❷: � λ1σ12, x̂2 � with x̂2 � λ2σ
� � 1 � ρ2 � � 1 � α1 � 1 � ρ1 � �

1 � ρ1 � ρ2 � (5.10c)

After ②: � x �1, 0 � with x �1 � λ1

�
σ12 � σρ2 � 1 � α1 � 1 � ρ1 � �

1 � ρ1 � ρ2 � (5.10d)

After ❶: � x̂1, λ2σ21 � with x̂1 � λ1σ
� � 1 � α1ρ2 � � 1 � ρ1 �

1 � ρ1 � ρ2 � . (5.10e)

The value of α1 can be computed using expressions in Appendix A.2 and is proportional to
the duration of the slow-mode. Note that if α1 � 0, the pure bow tie trajectory actually is the
optimal curve: x �2 � x �2 � x �2 and consequently x �1 � x �1 .

Example 5.12. Consider two uni-directional roads crossing each other (see Figure 5.8). Cars
approach the intersection with constant speed and constant distance between each other. Traffic
lights have been placed for safe traffic flow. Between successive passages of cars, all traffic
lights are red for 10 seconds (σ12 � σ21 � 10 seconds) to clear the intersection completely.
Acceleration and deceleration effects are neglected. Cars from the west arrive at a rate of 40
cars/minute, while cars from the south arrive at a rate of 10 cars/minute.
The intersection maximum capacity is 100 cars/minute for both car flows. Do the traffic lights
have to turn red immediately after the queues are gone? Assume that both queues are of equal
importance: c1 � c2 � 1. Indeed c1λ1

�
c2λ2, so the expressions and conditions from this

chapter can be used without re-labelling the car flows. This traffic lights problem is very much
alike the switching server problem that was treated in this section. According to Theorem 5.10
the optimal traffic light cycle contains a slow-mode. This slow-mode has a duration of 10.4
seconds. This means that when the western queue has disappeared, the traffic light should
remain green until the southern queue has reached a certain length x �2, which according to (5.10)
is approximately 6 cars. The average waiting time for a car in a queue is minimal then ( � 12.8

Figure 5.1: The general form of the optimal process cycle for a switching server with cost function (5.4).
The left figure shows the pure bow tie, while the right shows the truncated bow tie curve [28].

In the left graph of Figure 5.1, each queue is emptied in turn before immediately switching, which is
referred to as a clearing policy. In the right figure, it can be seen that the server processes vehicles in
queue 1 at a rate equal to the arrival rate after queue 1 is emptied, which [28] calls the slow mode.
The slow mode occurs when it is advantageous for the server to let queue 2 build up before switching,
and is only present if

c1λ1(ρ1 + ρ2)− (c1λ1 − c2λ2)(1− ρ2) < 0. (5.5)

The length of the slow mode is equal to α1σ, where σ = σ1,2 + σ2,1 and α1 is given by[
c1λ1ρ

2
2(1− ρ1) + c2λ2(1− ρ1)2(1− ρ2)

]
α2

1 + 2
[
c1λ1ρ

2
2 + c2λ2(1− ρ1)(1− ρ2)

]
α1

+ [c1λ1(ρ1 + ρ2)− (c1λ1 − c2λ2)(1− ρ2)] = 0,
(5.6)

α1 =

{
0 if c1λ1(ρ1 + ρ2)− (c1λ1 − c2λ2)(1− ρ2) ≥ 0

positive real root of (5.6) otherwise.
(5.7)

The extrema of the queue lengths x]1, x̂1, x
[
2, x

]
2 and x̂2 in the optimal process cycle are given in [28].

The slow mode is particularly interesting for the simulations, since it means that the controller has
to wait for a vehicle to arrive at a queue even when it can already switch queues.

A different thesis on a similar topic is that of [29], where the control of a switching server is de-
coupled into an optimal periodic behaviour problem and an optimal transient behaviour problem.
When optimising the periodic behaviour, [29] aims to minimise a linear combination of the queue
lengths over the length of one or more cycles. Most importantly, [29] also aims to optimise the cycle
length, which makes the optimisation horizon variable. The optimisation of the transient behaviour
is similar. There, [29] aims to steer the system from any initial condition to the optimal steady-state
trajectory with minimal costs during the transient. This is achieved by optimising the deviation of
the costs to the steady-state cycle over a period of one or more cycles. Just as in the optimisation
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of the periodic behaviour, the cycle length is variable, and therefore the prediction horizon is not fixed.

The optimal transient behaviour resulting from this optimisation is simple in principle. First, the
optimal steady-state trajectory must contain a slow mode in order for the transient trajectory to be
able to converge to the optimal steady-state cycle in finite time. Otherwise, the system can reach a
sub-optimal steady-state cycle and remain unable to reach the optimal cycle since it does not have
any free time in which it can process the extra vehicles in the system. If individual vehicle arrivals
and departures are considered, this can be seen as a phase shift between the (deterministic) arrivals
and the control input. This phase can be shifted by varying the length of the slow mode, but creates
irreducible delay if there is no slow mode. It is also possible that the optimal steady-state cycle
cannot be reached due to the sampling time of the controller, even if there is a slow mode.

Under the assumption that queue 1 is always emptied when served, there exist two distinct cases
for the optimal transient trajectory. In the first case, a clearing policy is optimal, where each queue
is emptied followed by immediately switching to empty the other queue. This is repeated until the
optimal steady-state cycle is reached. In the second case, if c1λ1 > c2λ2 and queue 2 is being served,
a trade-off exists between letting queue 1 build up, which is expensive, and switching to serve queue
1 before queue 2 is emptied. Thus, the optimal transient trajectory is such that the server switches
from queue 2 to queue 1 without emptying queue 2. In the simulations, the initial conditions will be
chosen such that not emptying queue 2 is optimal, and see if the controller follows this behaviour.

Note that while the results by [28] and [29] are useful as a tool to explain behaviour in the simulations,
the results of the simulations in the next section are not necessarily directly comparable to those of
[28] and [29]. The optimal behaviour in Figure 5.1 is derived for a cost function with infinite horizon
and where the behaviour is periodic. In contrast, the simulations in Section 5.2 use a finite horizon
and are focused on transient behaviour, and the resulting behaviour may not necessarily be periodic.
Secondly, [29] looks at transient behaviour for a finite but varying horizon and uses a different cost
function, which may also lead to different results.

5.2 Simulation results and discussion

The hybrid system and the controller are defined through multiple aspects, such as the arrival rates,
the service times, the cost function and the prediction horizon. Varying these parameters can lead
to significantly different behaviour, which is explored in this section. In order to compare the results
of the simulations with the theoretical results presented in the previous section, most simulations
are performed with only two queues. At the end of this section, the performance of the model
predictive controller is compared with the performance of a first-come-first-serve policy and with the
performance of a vehicle actuated traffic light. All simulations are performed without the fairness
constraints unless mentioned otherwise. Depending on the intersection parameters and the initial
conditions, the optimal transient behaviour or the steady-state cycle can violate these constraints,
leading to different behaviour. The effect of the fairness constraints is investigated separately in
Section 5.2.3.

5.2.1 Simple intersection

First, consider the two-queue system given by

c =
[
1 1

]
,

λ =
[

1
2

1
5

]T
,

T s =

[
1.4 1.8
1.8 1.4

]
,

(5.8)

for which ρ1 +ρ2 = 0.98 < 1 and therefore a stable process cycle exists. Figure 5.2 shows a schematic
depiction of the physical intersection. The controller samples the system with a sampling time of
∆t = 0.1 seconds and uses a prediction horizon of length Np = 20. Note that this prediction horizon
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is very short, and that there are only two vehicle arrivals or departures within the horizon at most.
Additionally, the condition in (5.5) does not hold for this system, and therefore there is no slow mode
in the steady-state cycle according to the results in [28]. Because a clearing policy is optimal, control-
ling this intersection through MPC is somewhat unnecessary. However, the goal of these simulations
is to see if the controller behaves as expected according to [28] and [29] in a simple setting. The
benefit of using MPC is shown in Section 5.2.5.

Start of CZ

Queue 1

Queue 2

Figure 5.2: A schematic view of the two-queue intersection.

According to [28], both queues reach a maximum length of 6 vehicles. Figure 5.3 shows the results
of two simulations of this system with deterministic vehicle inter-arrival times. In the left figure,

all initial conditions are zero. In the right figure, the initial queue lengths are x(t0, j0) =
[
5 10

]T
and queue 1 is initially active. Figure 5.4 shows the steady-state cycle of the same simulations more
clearly in a zoomed view.
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Figure 5.3: Two simulations of the system given in (5.8) for initial conditions zero (left) and initial queue
lengths x(t0, j0) = [5 10]T with queue 1 active (right).

The figures above show that for both initial conditions the controller always uses a clearing policy.
The steady-state cycle is reached after about 600 seconds in the first simulation, for which the maxi-
mum queue length is 6 vehicles for both queues. These results are entirely consistent with the results
in [28]. In the case of non-zero initial queue lengths in the right figure, the steady-state cycle is
reached after more than 1500 seconds, with a maximum queue length of 7 vehicles. It takes the sys-
tem so long to reach the steady-state cycle because the server utilisation is very high, and the optimal
steady-state cycle is not reached in finite time because there is no slow mode. As explained in Section
5.1, there can be a phase shift between the vehicle arrivals and departures in the steady-state cycle
which causes delay. In the left figure, a vehicle arrives at queue 1 at tc,1(t, j) = 1.5 after queue 1 has
been emptied, at which point that vehicle can immediately depart. In the right figure, this occurs at
tc,1(t, j) = 1.7, which causes the server to waste some extra time. As there is no slow mode, there is
no chance for the server to better synchronise its departures with the vehicle arrivals.
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Figure 5.4: The steady-state cycles of Figure 5.3 over a period of 100 seconds.

By choosing the initial conditions differently, the phase shift between vehicle arrivals and departures
in the steady-state cycle can be varied. This can increase or decrease the average cost in the steady-
state cycle compared to the results of Figure 5.3. To show this, Figure 5.5 presents a simulation of
system (5.8) with the same initial conditions as in the right figure of Figure 5.3, i.e., initial queue

lengths x(t0, j0) =
[
5 10

]T
and queue 1 active, with the exception that the initial inter-departure

times are now tc(t0, j0) =
[
1.2 0

]T
.
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Figure 5.5: A simulation of the system given in (5.8) with initial queue lengths x(t0, j0) = [5 10]T , inter-
departure times tc(t0, j0) = [1.2 0]T and queue 1 active.

Figure 5.5 clearly shows that the optimal steady-state cycle can be reached from a non-zero initial
state, and that the phase between arrivals and departures can be shifted..

5.2.2 Stochastic vehicle arrivals

All three simulations performed so far have used deterministic vehicle inter-arrival times. In a more
realistic setting, the inter-arrival times are stochastic, which leads to different behaviour. To show this
behaviour, a simulation of the system given in (5.8) is performed with the same controller parameters
as before, i.e. ∆t = 0.1 seconds and Np = 20, but with Poisson distributed vehicle inter-arrival times
given in (4.13) with λq given by the moving average window. The results are shown in Figure 5.6.

The figure shows that the randomness in the vehicle arrivals leads to far longer queues than in earlier
simulations, and thereby longer delays. According to (5.3), the total number of vehicles in the queues
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Figure 5.6: A simulation of the system given in (5.8) with stochastic vehicle inter-arrival times.

is 24 on average. The actual average over the entire simulation is only 21 vehicles. It is likely that
the current average is simply due to randomness, and a longer simulation yields a greater average
queue length.

Secondly, satisfying the fairness constraints of (3.8) is difficult if vehicle arrivals are stochastic. If
there is a period in which vehicles arrive in quick succession, such as around t = 1500, then switching
queues when tc,q(t, j) reaches a maximum is possible, but limiting the queue lengths at the same time
is not, making the optimisation problem infeasible.

It has been mentioned previously that deterministic vehicle arrivals are more desirable for interpreting
the simulation results, which is made clear by the above figure. While the server still uses a clearing
policy, there is no steady-state cycle present, and the maxima of the queue lengths vary every cycle.
In order to better interpret the system behaviour, all other simulation results discussed below use
deterministic inter-arrival times.

5.2.3 Cost and fairness

In some intersections, it may be preferable to give a higher priority to one queue. For example, if
one queue is on a lane which leads to an important destination, or if the throughput of a certain lane
should be higher, then those queues are given priority. This is easily achieved by increasing the cost
of that queue. Thus, the system given in (5.8) is modified by doubling c1 to obtain

c =
[
2 1

]
,

λ =
[

1
2

1
5

]T
,

T s =

[
1.4 1.8
1.8 1.4

]
.

(5.9)

Figure 5.7 shows the results of three simulations of this system with controller parameters ∆t = 0.1
seconds and Np = 20 in order to test the effectiveness of the fairness constraints. The top-left figure
shows the results if none of the fairness constraints are applied. In the top-right figure, only the
fairness constraint of (3.8) which restricts tc,q(t, j) to a maximum Tq,max is applied with Tq,max = 40
for both queues. This forces the controller to serve each queue every 40 seconds at the least. In the
bottom figure, both fairness constraints are applied. The constraint on tc(t, j) remains, and both
queues are restricted to a maximum length of Xq,max = 20 vehicles. In all three cases, the initial

queue lengths are x(t0, j0) =
[
5 10

]T
, and the other initial states are zero.

30



0 50 100 150 200

Time [s]

0

5

10

15

20

25

30

35

40

45

50
Q

ue
ue

 le
ng

th
s

Queue 1
Queue 2

0 50 100 150 200

Time [s]

0

5

10

15

20

25

30

35

40

45

50

Q
ue

ue
 le

ng
th

s

Queue 1
Queue 2

0 50 100 150 200 250

Time [s]

0

10

20

30

40

50

Q
ue

ue
 le

ng
th

s

Queue 1
Queue 2

Figure 5.7: Three simulations of the system given in Equation (5.9), where c1 = 2. The top-left figure
shows the results without the fairness constraints, whereas one or both fairness constraints are
implemented in the other figures. The initial queue lengths are x(t0, j0) = [5 10]T

As observed in these figures, increasing the cost of queue 1 leads to unstable behaviour of the MPC-
controlled system. In the top-left figure, the server never serves queue 2 at all, and the top-right
figure shows that the fairness constraint on tc,q(t, j) is only effective to a limited extent. Whenever
tc,2(t, j) reaches Tq,max, the server serves a single vehicle from queue 2, then immediately resumes
serving queue 1. In the bottom figure, the length of queue 2 is kept below the maximum X2,max, but
the server still frequently switches to queue 1, causing queue 1 to become longer. After 250 seconds,
the length of queue 1 also reaches X1,max and the optimisation problem becomes infeasible.

The reason that the server so strongly neglects serving queue 2 is simple; serving the expensive queue
1 is more cost-efficient within the prediction horizon. Solely serving vehicles arriving to queue 1 as
they arrive leads to a cost increase of c2λ2 = 0.2 per second. In contrast, serving vehicles in queue 2
leads to a cost increase of c1λ1 + c2(λ2−µ2) = 1 + (1

5 −
1

1.4 ) = 0.486 per second. Hence, serving only
queue 1 leads to the slowest increase in cost within the horizon.

Obviously, the behaviour shown in Figure 5.7 does not lead to minimisation of the total cost in the
long term, even if serving only queue 1 leads to a lower cost increase per second. The system should
reach some steady-state cycle, but the MPC controller is not able to find such a cycle, unlike in the
results of [28, 29]. One possibility is that the prediction horizon is too short. The length of the pre-
diction horizon is Np∆t = 2 seconds, within which the controller can let at most two vehicles depart.
Given the high value of c1λ1 compared to c2λ2, switching to queue 2 is suboptimal within the pre-
diction horizon. Increasing the prediction horizon may make serving both queues more beneficial for
the controller. Another possibility is that using a linear cost function is a bad decision in this case. A
linear cost function weighs each vehicle in a queue equally, and hence long queues are acceptable. In
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order to make the controller more fair for individual vehicles, a quadratic cost function could be used.
This could prevent queues from becoming too long, since these weigh far more than short queues. If
both methods are insufficient, it may also be possible to change the MPC formulation to one similar
to that of [29] which does achieve a steady-state, for example by applying a terminal constraint.

Two simulations have been performed to try to solve the instability seen in Figure 5.7 through
other methods than the fairness constraints. In one simulation, the prediction horizon is increased to
Np = 50 and the sampling time is increased to ∆t = 0.2. This increases the duration of the prediction
horizon to Np∆t = 10 seconds, up from 2 seconds in earlier simulations. In the second simulation,
the duration of the prediction horizon is still Np∆t = 2, but a quadratic cost function given by

J(k) =

Np−1∑
i=0

c1x
2
1(k + i) + c2x

2
2(k + i), (5.10)

is used, where c1 = 2 and c2 = 1. None of the fairness constraints are applied. The results of these
two simulations are shown in Figure 5.8.
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Figure 5.8: Two simulations of the system given in (5.9) to test other methods of implementing fairness.
The left figure shows the results if the prediction horizon is increased to Np = 50 and ∆t = 0.2.
The right figure shows the results if the cost function is quadratic in the queue lengths.

The left-hand figure shows that increasing the duration of the prediction achieves the desired effect,
but not to the desired extent since the length of queue 2 still increases to infinity. The server now
serves queue 2 more often, but still prefers serving queue 1. It is possible that further increasing
the duration of prediction horizon Np∆t could let the controller achieve a cycle as Np∆t approaches
the length of the optimal cycle. Unfortunately this becomes far too computationally expensive. The
right-hand figure shows that the controller with a quadratic cost function achieves a stable cycle.
The length of queue 1 varies between 6 and 12 vehicles, while the length of queue 2 varies between
15 and 21 vehicles. Note that the server no longer uses a clearing policy because the cost of the first
five vehicles in queue 1 is very low compared to the cost of the 22nd vehicle in queue 2.

Compared to an increase in the prediction horizon, Figure 5.8 shows that using a quadratic cost
function is a simple and effective way to make the controller fair from the driver’s perspective if
costs between the queues are unbalanced, since all vehicles are guaranteed to be served in finite time.
Because of this, it can be argued that it is always better to use quadratic costs instead of linear
costs, even if the queues have equal weight. To investigate this, a simulation has been performed on
the system given in (5.8), with c1 = c2, but with a quadratic cost function as given in (5.10). The
sampling time and prediction horizon are ∆t = 0.1 seconds and Np = 20. The results are presented
in Figure 5.9.
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Figure 5.9: A simulation of the system given in (5.8) with quadratic costs.

The figure shows results similar to those in Figure 5.8 in that the server does not use a clearing
policy. Both queues now vary between 9 and 15 vehicles in length. Such results are always observed
if the cost function is quadratic, because the relative costs between two queues become smaller as the
queues become longer. For example, a queue with six vehicles in it has 36 times the cost of a queue
with one vehicle in it. On the other hand, a queue with 15 vehicles in it is only 2.8 times as expensive
as a queue with 9 vehicles. Of course, the steady-state cycle varies with the system parameters, but
is always of such a form.

Unfortunately, longer queues leads to higher costs and longer delays, and therefore using quadratic
costs leads to worse performance compared to the linear costs. Therefore, it is recommended to only
implement a quadratic cost function to achieve fairness if using a linear cost function leads to unstable
behaviour. It is also possible to achieve fairness by implementing the quadratic costs as a penalty
function for long queues. If the queues are short, the costs remain linear.

5.2.4 Slow mode

So far, all of the previous simulations have been performed on systems based on the system given in
Equation (5.8). For such a system, a clearing policy is optimal under the assumptions that the cost
is linear in the queue lengths and that there are no fairness constraints. But a clearing policy is not
optimal for all systems. As mentioned in Section 5.1, the optimal steady-state cycle contains a slow
mode according to [28] if (5.5) holds. Now, consider the system given by

c =
[
1 1

]
,

λ =
[
2 1

5

]T
,

T s =

[
0.2 1.2
1.2 0.4

]
.

(5.11)

The physical layout of the intersection is the same as before, and is depicted in Figure 5.2. For
this system, (5.5) holds, and according to (5.6) the slow mode is 4.4 seconds long, during which the
server lets queue 2 build up to a length of 2 vehicles. According to [28], it is expected that the queue

lengths reach maximum values of x̂ =
[
7 2

]T
. Figure 5.10 shows the results of two simulations for

initial conditions zero and for initial queue lengths x(t0, j0) =
[
8 15

]T
. In both cases, the prediction

horizon is Np = 40 and the sampling time is ∆t = 0.2.

In the left-hand figure it is clear that the system quickly reaches a steady-state cycle. As expected,
the figure shows that this cycle contains a slow mode, where the server lets queue 2 build. However,
contrary to expectations the slow mode is nearly 20 seconds long during which queue 2 builds up to
a length of 4 vehicles. Then, while the controller is serving queue 2, queue 1 builds up to a length of
8 vehicles, where the 8th vehicle is allowed to depart as soon as it arrives, and is therefore not shown
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Figure 5.10: Two simulations of the system given in (5.11) for different initial conditions.

in the figures. Clearly, the system does not follow the optimal steady-state trajectory predicted by
[28]. This is likely caused by the finite prediction horizon. In [28], an optimal steady-state cycle is
determined over an infinite horizon, which may lead to different results. Additionally, other simula-
tions of the same system with a shorter prediction horizon have shown unstable behaviour similar to
that in Figure 5.7. This supports the idea that if the prediction horizon is increased further in those
simulations, a steady-state cycle could be reached. It also raises the possibility that the system of
(5.11) follows the optimal steady-state cycle predicted by [28] if the prediction horizon is increased
further.

The right-hand figure shows that the system reaches the same steady-state cycle as in the left-hand
figure, even when starting from different initial queue lengths. This matches with the statement in
[29] that the transient trajectory can only reach the optimal steady-state trajectory in finite time if
there is a slow mode, which was not the case in Figure 5.3. Moreover, the transient trajectory shows
that queue 1 is always emptied, but that queue 2 is emptied over two service periods, which also
matches the transient behaviour described by [29].

5.2.5 Comparison with other control strategies

Now that the behaviour of different systems for various controller parameters has been observed,
what remains is to judge the performance of the model predictive controller. The controller has
been designed to minimise the average delay of the vehicles in the queues, but it is still unknown
how it compares to other traffic control strategies. To test the performance of the model predictive
controller, it is compared to two other controllers: a first-come-first-serve (FCFS) policy used in
Morales’ paper [10], and a vehicle actuated traffic light based on data from a real-life intersection.
The data used is that of intersection S4 listed in [30], which is a T-junction with five queues (bicycle
lanes are ignored). A schematic depiction of this intersection is shown in Figure 5.11.
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Queue 3Queue 4

Queue 5

Figure 5.11: A schematic depiction of intersection S4 of [30].

34



This intersection has more than two queues, and therefore it is not possible to predict the optimal
behaviour for this intersection using the results presented in Section 5.1. Instead, the focus lies
purely on comparing the performance of the three control methods. All controllers are applied to the
five-queue intersection and use the same arrival rates as given in [30]. These are equal to

λ =
[

370
3600

164
3600

194
3600

167
3600

705
3600

]T
. (5.12)

Two possible service times exist: the real-life data gives the service rates and set-up times for human
drivers, while the CIC method in [10] is able to achieve shorter service times by automating the
vehicles. In order to make a fair comparison, all three control strategies are simulated using both the
service times for the human drivers and those of the automated vehicles.

The service times for human drivers are determined from the service rates and set-up times given in
[30]. These are equal to

T shuman =


1.9 0 0 4 0
0 2 0 5 5
0 0 2.2 0 5
6 4 0 2 5
0 5 4 4 2

 , (5.13)

where queues with T sq,i = 0 have trajectories which do not intersect. The service times for automated
vehicles are derived from the desired inter-vehicle distance δdes = r + hV , where r is the stand-still
inter-vehicle distance and h is the headway time [10]. Since the physical dimensions of the intersection
are unknown, it is assumed that there are only two values for r and h: for vehicles coming from the
same queue and for vehicles coming from different queues. These are r = 8 and h = 0.3 for vehicles
coming from the same queue and r = 10 and h = 0.5 for vehicles coming from different queues,
respectively. Then the service times for automated vehicles are given by

T sCIC =


1.26 0 0 1.7 0

0 1.26 0 1.7 1.7
0 0 1.26 0 1.7

1.7 1.7 0 1.26 1.7
0 1.7 1.7 1.7 1.26

 . (5.14)

While the FCFS policy and the MPC controller are such that they can determine their own crossing
sequence, the vehicle actuated traffic light follows a cycle, within which one or more queues are served
until they are empty. The optimal cycle for this intersection is given in Table 5.1. For as long as a
given queue receives a green light, vehicles can depart from that queue with the given service time
between them. Once the light becomes red, no more vehicles are allowed to depart from that queue.

Table 5.1: The optimal cycle for the vehicle actuated traffic light.

Mode Queues served Serve until
1 1, 2, 3 Queues 2 and 3 are empty
2 1, 5 Both queues are empty
3 3, 4 Queue 4 is empty

First, simulations using the service times for human drivers are performed with initial queue lengths

x(t0, j0) =
[
33 19 27 22 9

]T
. For the FCFS policy, the order in which these vehicles arrived is

set in proportion to the queue lengths. This is achieved by finding the least common multiple of all
initial queue lengths, and dividing this by the queue lengths. The resulting values are comparable to
inter-arrival times, from which the order of arrival of the vehicles can be determined. Two simula-
tions of the MPC controller are performed for different prediction horizons. A short horizon where
Np∆t < maxq,i T

s
q,i and a long horizon. The reason for this is that the service times for human drivers

of (5.13) are quite long, which means that a long prediction horizon is desirable. Otherwise, if the
prediction horizon is shorter than the service times of (5.13), then the controller is unlikely to switch
queues. The reason for this is that switching queues requires that the controller remains idle within
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the prediction horizon, which is never optimal if there are vehicles in the current queue. On the other
hand, a long prediction horizon leads to high computational costs. In order to observe a possible
trade-off between optimality and computational costs two horizons are used: in one simulation, the
sampling time is ∆t = 0.1 seconds and the prediction horizon is Np = 20 time-steps. In the other,
the sampling time is ∆t = 0.5 seconds and the prediction horizon is Np = 30 time-steps. Note that
using ∆t = 0.5 seconds means that the controller cannot serve all queues with the service time given
in (5.13), since these are not all multiples of 0.5. This is a discretisation error which leads to a loss
of performance, but which cannot be avoided.

The results of the simulations with the vehicle actuated traffic light, the FCFS policy and the two
MPC controllers when using the service times for human drivers of (5.13) are shown in Figures 5.12,
5.13, 5.14 and 5.15, respectively.
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Figure 5.12: The queue lengths and the total cost for the real-life intersection controlled using a vehicle
actuated traffic light with the service times of (5.13) for human drivers.
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Figure 5.13: The queue lengths and the total cost for the real-life intersection controlled using a first-come-
first-serve policy with the service times of (5.13) for human drivers.

Figure 5.12 shows that the vehicle actuated traffic light goes through its cycle multiple times before
bringing the system to its steady-state. After that, the total cost varies between one and five. Figure
5.13 shows that the first-come-first-serve policy is unable to serve all vehicles. The reason for this
is that the set-up times of (5.13) are fairly long. Due to the nature of the FCFS policy, the server
switches queues often, thereby wasting a lot of time and making it impossible to serve all vehicles.
In contrast, in Figures 5.14 and 5.15, both MPC controllers bring the system to a steady-state with
lower total costs than the traffic light. Once the steady-state has been reached, all queues rarely
exceed two vehicles in length. It is noteworthy that the transient trajectory of the MPC controller
with the short horizon in Figure 5.14 is nearly identical to the transient trajectory of the vehicle
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Figure 5.14: The queue lengths and the total cost for the real-life intersection controlled using MPC with
the service times of (5.13) for human drivers. The sampling time is ∆t = 0.1 seconds and the
prediction horizon is Np = 20 time-steps.
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Figure 5.15: The queue lengths and the total cost for the real-life intersection controlled using MPC with
the service times of (5.13) for human drivers. The sampling time is ∆t = 0.5 seconds and the
prediction horizon is Np = 30 time-steps.

actuated traffic light in Figure 5.12. Both controllers achieve behaviour comparable to a clearing
policy. The traffic light behaves this way by design, but the MPC controller shows this behaviour
because its prediction horizon is only Np∆t = 2 seconds. As explained previously, this horizon is
shorter than the set-up times, which causes the controller to only switch queues if its current queue
remains empty until the set-up time has passed, which leads to behaviour similar to the traffic light.
A comparison of Figures 5.14 and 5.15 shows little difference in the steady-state behaviour of the
MPC controllers. However, there is a clear difference in the performance of the short horizon MPC
controller and the long horizon MPC controller in the transient trajectory. While both controllers
reach the steady-state at about 400 seconds, using a long horizon leads to a far smoother trajectory.
Compared to the clearing policy-like behaviour in Figure 5.14, Figure 5.15 shows that the controller
with a prediction horizon Np∆t = 15 seconds switches queues more often. Queues 1, 2 and 3 can be
served at the same time, so the controller switches to those queues whenever they build up to some
length. This makes the controller more reliable, since the stable behaviour of Figure 5.14 may not be
achievable for every intersection, or if vehicle arrivals are stochastic.

Next, simulations are performed using the service times for automated vehicles of (5.14). The initial

queue lengths are again equal to x(t0, j0) =
[
33 19 27 22 9

]T
. The same two prediction horizons

are used for the MPC controller, in order to compare the results with those for human drivers. These
are ∆t = 0.1 seconds Np = 20 time-steps for the first controller, and are ∆t = 0.5 and Np = 30 for
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the second MPC controller. As mentioned earlier, the service times T sCIC of (5.14) are not a multiple
of 0.5, so there is some loss of performance. Figures 5.16, 5.17, 5.18 and 5.19 show the results when
using the service times for automated vehicles of (5.14) for intersections controlled by the vehicle
actuated traffic light, the FCFS policy and MPC, respectively.
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Figure 5.16: The queue lengths and the total cost for the real-life intersection controlled using a vehicle
actuated traffic light with the service times of (5.14) for vehicles automated through CIC.
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Figure 5.17: The queue lengths and the total cost for the real-life intersection controlled using a first-come-
first-serve policy with the service times of (5.14) for vehicles automated through CIC.

First of all, Figures 5.16–5.19 make it clear that automating vehicles and decreasing the service times
lead to a decrease in costs for all three control methods. They all reach the steady-state trajectory
in only about half the time as with human drivers, and the queues rarely exceed a single vehicle in
length after that. Furthermore, Figure 5.17 shows that, in contrast to Figure 5.13, the first-come-
first-serve policy is now able to achieve a steady-state and bring the queues to a minimum. The MPC
controllers achieve a similar steady-state in Figures 5.18 and 5.19. The advantage in using MPC
over a FCFS policy lies in the transient trajectory, which reaches the steady-state trajectory faster
than if a FCFS policy is used. Figure 5.18 shows that the MPC controller with the short horizon
again behaves similarly to the traffic light in Figure 5.16, first emptying queues 1, 2 and 3 before
moving on to other queues. The FCFS policy continuously switches between the five queues, thereby
taking longer to empty them. Comparing the short horizon MPC of Figure 5.18 with the long horizon
MPC of Figure 5.19 shows results similar to those in Figures 5.14 and 5.15. If the horizon is short,
the MPC controller still mostly uses a clearing policy, even if the set-up times are shorter. With a
longer prediction horizon the controller switches queues far more often, which actually decreases its
performance compared to Figure 5.18, but is more reliable.
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Figure 5.18: The queue lengths and the total cost for the real-life intersection controlled using MPC with
the service times of (5.14) for vehicles automated through CIC. The sampling time is ∆t = 0.1
seconds and the prediction horizon is Np = 20 time-steps.
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Figure 5.19: The queue lengths and the total cost for the real-life intersection controlled using MPC with
the service times of (5.14) for vehicles automated through CIC. The sampling time is ∆t = 0.5
seconds and the prediction horizon is Np = 30 time-steps.

The benefit of automating vehicles is clear from Figures 5.16–5.19. Lower service times lead to a
lower server utilisation, making it possible to reach a lower steady-state cost. Yet, the steady-state
behaviour shown in the figures seems to differ little between the various control methods. In order
to see larger differences in the steady-state behaviour, a final set of simulations are performed with
the service times of (5.14) for automated vehicles, but with the arrival rates of (5.12) doubled. The
new arrival rates are equal to

λ =
[

740
3600

328
3600

388
3600

334
3600

1410
3600

]T
. (5.15)

The same four simulations are performed as before, where the intersection is controlled by a vehicle
actuated traffic light, using the FCFS policy and the two model predictive controllers, respectively.
The prediction horizons of the MPC controllers are Np = 20 with sampling time ∆t = 0.1 sec-
onds and Np = 30 with sampling time ∆t = 0.5 seconds. The initial queue lengths are equal to

x(t0, j0) =
[
33 19 27 22 9

]T
.

Figures 5.20, 5.21, 5.22 and 5.23 show the results when using the service times for automated vehicles
of (5.14) and the arrival rates of (5.15) for intersections controlled by the vehicle actuated traffic
light, the FCFS policy and MPC, respectively.
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Figure 5.20: The queue lengths and the total cost for the real-life intersection controlled using a vehicle
actuated traffic light with the service times of (5.14) for vehicles automated through CIC and
the arrival rates of (5.15).
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Figure 5.21: The queue lengths and the total cost for the real-life intersection controlled using a first-come-
first-serve policy with the service times of (5.14) for vehicles automated through CIC and the
arrival rates of (5.15).
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Figure 5.22: The queue lengths and the total cost for the real-life intersection controlled using MPC with
the service times of (5.14) for vehicles automated through CIC and the arrival rates of (5.15).
The sampling time is ∆t = 0.1 seconds and the prediction horizon is Np = 20 time-steps.
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Figure 5.23: The queue lengths and the total cost for the real-life intersection controlled using MPC with
the service times of (5.14) for vehicles automated through CIC and the arrival rates of (5.15).
The sampling time is ∆t = 0.5 seconds and the prediction horizon is Np = 30 time-steps.

Compared to Figures 5.16–5.19, Figures 5.20–5.23 show a clear difference in both the steady-state
behaviour and the transient trajectory. Figure 5.21 shows that the FCFS policy is unable to empty
the queues now that the arrival rates are higher. The vehicle actuated traffic light, shown in Figure
5.20, is able to reach steady-state after 300 seconds, compared to 120 seconds previously. Addition-
ally, the transient trajectory is not as smooth as in Figure 5.12 and 5.16 due to the high arrival
rates. The largest difference in behaviour compared to earlier simulation results is seen in the MPC
controllers in Figures 5.22 and 5.23. In both figures, queues 4 and 5 seem to be neglected to some
extent, and while vehicles in those queues are regularly served, it takes a long time for the system
to reach steady-state. This is due to a combination of two factors; 1) the conflicting trajectories
between the queues and 2) the differences in arrival rates between the queues. Which queues can
be served at the same time is determined from the service times, and is easily seen in the traffic
light cycle in Table 5.1. Queues 1, 2 and 3, or queues 1 and 5 can be served at the same time.
Both of these modes have a high combined arrival rate, and equal service times. Yet, queue 4 can
only be served together with queue 3, both of which have low arrival rates. This leads to queue 4
being neglected by the controller in particular, since serving queues 3 and 4 is relatively inefficient
in terms of reducing total cost. Of course, these factors are also present in the previous simulations,
where the MPC controller achieves a better transient trajectory. This is likely because the server
utilisation ρ of all queues is higher in the results of Figures 5.20–5.23 than in the previous simulations.

The average steady-state costs and delays of all simulations of the five-queue intersection are shown
in Tables 5.2 and 5.3. The average delay is calculated by matching every vehicle arrival with its
departure. Comparing the resulting average cost and delay between the three sets of simulations
clearly shows the benefit of automating vehicles. Compared to human drivers, the average costs for
automated vehicles are decreased by a factor 5 to 15, which greatly increases the performance of
the intersection. The average delay is similarly decreased, as seen in Table 5.3. In fact, even with
double the arrival rates, both the average cost and delay are still lower compared to the traffic-light
controlled intersection with human drivers.

Comparing the average costs for the different control methods in Table 5.2 shows that the MPC
controllers outperform the traffic light in steady-state when the service times of human drivers are
used. However, the steady-state performance of all three control methods is similar when automated
vehicles are considered. The differences in performance are likely smaller than for human drivers due
to the lower server utilisation. This is also what allows the FCFS policy to reach a steady-state. The
traffic light performs slightly worse than the other control methods for automated vehicles because
it always has to cycle through its modes in the same order, even if using a different order would be
preferable at some point. It is also clear that increasing the horizon of the MPC controller leads to
worse performance in all cases, which is expected because the increased sampling time makes the
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controller unable to serve vehicles with the minimum service time. The loss of performance due to
the discretisation is greater for automated vehicles. This is because none of the service times or
set-up times in 5.14 are a multiple of ∆t = 0.5, thus the controller loses performance on all queues.
For human drivers, only the service times of queues 1 and 3 in 5.13 are not a multiple of ∆t = 0.5
seconds, and therefore the average cost is lower.

The average delay, shown in Table 5.3, generally follows the same trends as the average costs which
have been discussed in the previous paragraph. However, the average delays differ from these trends
only in the results of the MPC controller with the long prediction horizon. The average costs of
the MPC controller increase with the prediction horizon, but the average delay decreases with the
prediction horizon for human drivers. For automated vehicles, the average delay increases with the
prediction horizon to a lesser extent than the average cost. These observations may be caused by
the fact that the MPC controller with the long prediction horizon tends to switch queues more often,
which is easily seen in the transient trajectory. Both in steady-state and in the transient trajectory,
this behaviour causes vehicles to spend less time in their queues, even if there are more vehicles in
the queues on average.

Table 5.2: The average steady-state costs of the different control methods for human drivers, automated
vehicles and a doubled arrival rate.

Average cost
Control method Human drivers Autom. vehicles Double λ
Traffic light 2.6081 0.1756 0.9555
First-come-first-serve 100+ 0.1321 100+
MPC (short horizon) 1.6731 0.1462 0.7810
MPC (long horizon) 1.7758 0.3115 2.1149

Table 5.3: The average steady-state delay, in seconds, of the different control methods for human drivers,
automated vehicles and a doubled arrival rate.

Average delay
Control method Human drivers Autom. vehicles Double λ
Traffic light 5.7901 0.2904 0.9957
First-come-first-serve 100+ 0.2858 100+
MPC (short horizon) 3.6758 0.2252 0.7912
MPC (long horizon) 3.4911 0.2526 1.8442

5.3 Summary

This chapter presents the simulation results which have been performed using the Simulink model
presented in Chapter 4. First, theoretical results of [28, 29] are summarised in order to have a basis
for comparison for both the steady-state and the transient behaviour in the simulation results. The
main results are that the steady-state trajectory is in the form of a bow tie or a truncated bow tie,
and that a slow mode must be present in order for the transient trajectory to reach the optimal
steady-state trajectory in finite time.

In the simulations, both the parameters of the intersection and those of the controller have been
varied, and the resulting behaviour has been observed. First, simulations of an intersection with-
out a slow mode have shown that the behaviour of the MPC controller closely matches the optimal
behaviour described in [28]. Furthermore, by varying the initial conditions it is shown that a slow
mode is indeed necessary for the transient trajectory to reach the optimal steady-state trajectory in
finite time. Without a slow mode, it is possible for there to be a phase shift between the arrival and
departure of vehicles, leading to a sub-optimal steady-state cycle. A simulation of the same system,
but with stochastic vehicle inter-arrival times shows that randomness increases the average queue
lengths significantly.
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Next, the effect of the cost function and prediction horizon of the controller on fairness is investigated.
It is observed that increasing the cost of one queue can lead to unstable behaviour, and that the fair-
ness constraints are unable to solve this instability. Instead, a stable process cycle could be reached
either by increasing the prediction horizon or by choosing a quadratic cost function instead of a linear
cost function. Since increasing the prediction horizon leads to high computational costs, a quadratic
cost function is preferable. Using a quadratic cost function does, however, result in different optimal
steady-state behaviour, where no queue is ever emptied, leading to longer delays.

Finally, the performance of the MPC controller has been compared with the performance of a first-
come-first-serve policy and traffic light by applying all three control methods to an intersection based
on real-life data. Results are compared for human drivers and for automated vehicles. In general, it
is seen that automating vehicles decreases the average costs by a factor of 5 to 15. Even when the
vehicles arrive twice as often, the average costs for automated vehicles are still lower than for human
drivers. When comparing the different control methods, it is observed that the FCFS policy cannot
achieve a stable cycle if the set-up times are too long or if the server utilisation is too high. If the
service times are short enough, the MPC controller and the FCFS policy achieve similar steady-state
results, outperforming the traffic light. The MPC controller realises a better transient trajectory than
the FCFS policy, and increasing the prediction horizon improves the transient trajectory and makes
the MPC controller more reliable.
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Chapter 6

Conclusions and recommendations

This chapter summarises the main conclusions from this report. Some recommendations for further
research on the topic of supervisory control of automated intersections are given.

6.1 Conclusions

This report is focused on the design of a supervisory controller of an automated intersection. In
conjunction with the execution-level controller of [10], the supervisory controller aims to achieve a
crossing sequence which minimises the average delay of the vehicles travelling through the intersection.

In Chapter 2, the intersection and the dynamics of the vehicles in it are abstracted as a hybrid system
which evolves both in continuous-time and discrete-time. The abstracted model closely resembles a
queueing system; vehicles wait in queues outside the Cooperation Zone, to which the supervisory
controller controls access. The hybrid system evolves in discrete-time only when there is an event,
e.g., an arrival or departure of a vehicle. Through the use of inter-event timers, the hybrid system
is able to enforce a minimum time interval between any two vehicle departures, which is called the
service time. The service times are based on the desired virtual inter-vehicle distance, and ensure
that vehicles pass through the intersection safely. To ensure that the controller respects the service
times, certain constraints are formulated which are placed on the controller.

The supervisory controller is designed using model predictive control in Chapter 3. Model predic-
tive control predicts the behaviour of the system, subject to given constraints, over some prediction
horizon, and aims to steer the system along the trajectory which minimises the cost function. The
controller operates in discrete-time, and therefore the hybrid system is first discretised. The sampling
time of the controller must be small enough that there is at most one departure or arrival per sam-
pling interval in order to match the hybrid system description. In order to improve the accuracy of
the controller, vehicle arrivals are predicted by measuring the average vehicle arrival rate through a
moving average window. A linear cost function is chosen, which weighs all vehicles in a queue equally.
Using a quadratic cost function is also an option, which leads to far higher costs for longer queues.

Chapter 4 presents the implementation of the hybrid system and the controller in Simulink. The
hybrid system is implemented by means of the Hybrid Equations Toolbox, where all parts of the
hybrid dynamics can be implemented directly. It is found that the hybrid system keeps track of the
simulation time internally, which is not equal to the simulation time given by Simulink. In order
to implement the controller, it is first converted to a mixed-logical dynamical system, which is able
to combine the system dynamics with the logical constraints defined by the service times. This is
achieved by defining the constraints through various binary variables in HYSDEL3, after which the
controller is generated using the Multi-Parametric Toolbox.

The results of the simulations, performed using the Simulink model, are presented in Chapter 5. It
is observed that the controller follows the expected optimal steady-state behaviour, both with and
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without a slow mode. It is shown that, if there is no slow mode, then depending on the initial condi-
tions the controller is not always able to reach the optimal steady-state cycle in finite time. Changing
the cost function by doubling the weight of one queue creates unstable behaviour. It is proven that
the fairness constraints are ineffective when it comes to solving this unstable behaviour or making
the controller more fair from the driver’s perspective. Instead, the system is stabilised by choosing
a quadratic cost function. Using a quadratic cost function results in very different behaviour than a
linear cost function. Instead of emptying the queues, both queues vary between two values, because
the cost of the first few vehicles in a queue is very low. It is also conjectured that the system can
be stabilised by increasing the prediction horizon. However, increasing the prediction horizon can be
impractical, since a horizon of at least the cycle length is desired, which leads to high computational
costs.

Finally, the results of the MPC controller are compared with a FCFS policy and a vehicle actuated
traffic light using real-life data. Simulations are performed based on service times for human drivers
and for automated vehicles. The results show that automated vehicles achieve a factor 5 to 15
reduction in the average cost compared to human drivers. Furthermore, the MPC controller is able
to reduce the average cost compared to the traffic light by a significant margin. If the service times
are long, the FCFS policy is not able to stabilise the system, but if the service times are short,
the performance of the FCFS policy and the MPC controller are similar. It is also observed that
increasing the prediction horizon of the MPC controller leads to better behaviour, though the average
cost is higher due to a discretisation error.

6.2 Recommendations for further research

In this report, a supervisory controller for the Cooperative Intersection Control method has been
created by modelling the intersection as a hybrid system and using this model to create a model
predictive controller. The supervisory controller could also be developed through different strategies,
and due to time constraints the current approach has not been fully explored. Some recommendations
for further research are discussed below.

This report has aimed to create a supervisory controller which minimises the delay of vehicles in an
intersection automated through Cooperative Intersection Control. While this supervisory controller
has been created successfully, it has only been tested in isolation, in a simulation which uses a sim-
plified model of the vehicle dynamics. In order to test if the supervisory controller truly improves the
crossing sequence compared to a FCFS policy, it needs to be applied to a real (or, first, a simulated)
automated intersection in which vehicle dynamics are controlled through CIC.

Secondly, the current formulation of the hybrid system uses a simplified model of the vehicle dy-
namics, which the controller then also uses in its predictions. In order to more accurately predict
the behaviour of the automated intersection, the vehicle dynamics both inside and outside the Co-
operation Zone must be taken into account. Currently, all vehicle dynamics are contained in the
service times, which depend only on the desired virtual inter-vehicle distance and a constant ve-
locity V . However, in reality, vehicles do not wait in queues or move with constant velocity. To
make the service times more accurate, it is recommended to include a vehicle’s position either inside
or outside the CZ and take its (predicted) velocity into account. This also involves implementing
the service times as time-varying. This requires some additions to the current implementation of the
prediction model in HYSDEL3, which in its current form can only model time-invariant service times.

Another aspect of the controller that can be improved upon is the discretisation of the hybrid system.
Currently, the discrete-time nature of the MPC controller only allows the controller to serve a vehicle
at the sampling instances. If the service times are not a multiple of the sampling times, this creates
a discretisation error which leads to a loss in performance. To achieve a more exact discretisation,
the controller can be made to provide an additional control input which gives the time within the
next sampling interval at which a vehicle can depart from its queue. This means that a control input
uq(k) = 1 does not come into affect until the time specified by the additional control input has passed.
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This allows the controller to serve vehicles at the highest possible rate, increasing performance.

The main disadvantage of model predictive control is that it is computationally expensive. The
simulations have shown that having a long prediction horizon is advantageous, and sometimes even
necessary, but unfortunately the computational costs can be prohibitive. One possibility is to reduce
the number of times the controller optimises its input through event-triggered control. Currently, the
controller samples the system and optimises its input every ∆t seconds. This is very wasteful since
the input constraints force the input to be zero at most times. Instead, an event-triggered model
predictive controller only optimises its input when some event occurs, or when the actual system
trajectory deviates too much from the predicted trajectory. In the case of the supervisory, vehicle
arrivals or when an inter-departure timer passes a service time can be considered events. Then, the
controller only optimises its input when it is able to provide a non-zero input, drastically reducing
the number of times the control optimisation problem is solved. At the same time, the prediction
horizon can be made to consider Np events, not time-steps, thus making it possible to increase the
duration of the prediction horizon without actually increasing the computational cost.

It has been observed in the simulations that recursive feasibility and stability of the model predictive
controller can be affected by the system parameters, certain constraints and the prediction horizon.
It is merely assumed in Chapter 3 that the parameters are such that the optimisation problem is
recursively feasible and stable, but how exactly these can be guaranteed is not certain. A more rig-
orous proof of these properties would be helpful in choosing the control parameters and is a possible
subject of future research.

Finally, this report has only addressed a single intersection being controlled by a single, centralised
controller. Further research on optimising the flow of vehicles through a network of intersections,
each controlled by their own controller, is useful for metropolitan areas. Another possibility is to look
into distributed control of a single intersection. Many real-life intersections do not have any traffic
control infrastructure, and installing a centralised controller at every intersection can be expensive.
Distributed control which relies only on communication between vehicles avoids this problem.
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